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Abstract

Recommendation systems play an important role in a wide range of domains, such as e-
commerce, social media, and streaming media. It contains the well-established traditional
recommendation models – sequential and non-sequential setting – and LLMs(Large Language
Models)-based recommendation models.
Non-sequential setting of traditional recommendation models mainly include collaborative fil-
tering (CF) and content-based methods resorting to similarity matrices. The most widely used
technique of CF is matrix factorization (MF). MF projects users and items into one shared
latent space and represents user and item with latent matrix. Then the interactions are mod-
eled as the inner product of the latent vectors of user and item. Sequential recommendation
systems aim to capture the context of user’s actions, often using methods such as Markov
Chains (MCs), Recurrent Neural Networks (RNNS), and Transformers.
Recently, the integration of Large Language Models(LLMs) with recommendation systems –
LLMs-based recommendation models – have also gained significant attention. Broadly, LLMs-
based recommendation models can be categorized into two main approaches, by leveraging
the in-context learning ability of LLMs and fine-tuning LLMs. However, LLMs aren’t designed
specifically for recommendation tasks. As a result, although LLMs-based recommendation
models have unique advantages, in natural language understanding and text generation, they
are still in the early stage and many open challenges remain.
Besides, although the traditional models are well-established and quite mature, when the tradi-
tional models are proposed, the performance comparison of models mainly focus on the supe-
riority of the proposed model over baselines on specific benchmarks datasets. When analyzing,
they tend to pay more attention with the strengths of the proposed model, but neglecting its
possible poor performance on other scenarios. At the same time, when exploring the underlying
reason why different models exhibit varying performances on the benchmark datasets, they
tend to neglect the perspective of baselines, only emphasizing the perspective of the proposed
models.
As a result, the influencing factors and scenarios that different recommendation models show
advantage are still unknown. In this thesis, we aim to bridge these gaps by conducting a
comprehensive and decentralized comparison from traditional recommendation models, both
sequential and non-sequential settings, to LLMs-based recommendation models. We select
representative recommendation models, treat each selected model equally, and use datasets
with fundamentally different characteristics.
In conclusion, we evaluate five recommendation models – NCF, SASRec, BERT4Rec, BIGRec,
and LETTER – on four datasets: MovieLens 1M, Amazon 2018 Video Games category, Amazon
2018 Luxury Beauty category, and Amazon 2014 Beauty category.
We investigate how key factors such as data sparsity, user-item interaction patterns, the pres-
ence of sequence information, and domain specific features affect the performance of different
models, and identify the suitable application scenarios for different models.
Based on our analysis and conclusion, we also provide the valuable reference for LLMs-based
recommendation study and propose a few of potential directions for future research. It includes:
1. How LLMs-based recommendation models can handle cases where the order of items in data
doesn’t reflect the actual sequence of user behavior in the real world. 2. Exploring how user-
centric information can be effectively incorporated to improve the recommendation quality of
LLMs-based recommendation models.
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1 Introduction

Recommendation systems play an important role in a wide range of domains such as e-
commerce, social media, and streaming media. Broadly, they can be categorized into tra-
ditional models – both sequential and non-sequential settings – and the emerging LLMs-based
recommendation models.
Non-sequential settings from traditional recommendation models mainly include collaborative
filtering and content-based methods. Collaborative filtering method models interactions be-
tween user and item features based on historical interaction data, while content-based method
predicts based on the item-to-item similarity. Sequential recommendation settings take the
context of user’s activities into account by capturing the patterns from historical interactions,
often using methods such as Markov Chains (MCs), Recurrent Neural Networks (RNNs), and
Transformers.
Traditional recommendation models are well-established and widely used. And LLMs-based
recommendation models, as the emerging approaches, have the powerful capacities to gener-
ate content directly, engage in conversations with users, and make recommendations based
on natural language prompts. These capabilities provide great potential for developing more
adaptive, personalized, and interactive recommendation systems.
But for the gap between LLMs and recommendation tasks, the factors influencing the perfor-
mance of recommendation models, specifically LLMs-based recommendation models, are still
uncover. Besides, even there are already many well-established traditional models and these
models have been analyzed when published, this kind of analysis is insufficient.
All the published modes are compared with a range of strong baselines on multiple bench-
mark datasets, which makes such comparisons are model-centric. It focuses on positioning the
proposed model as center and other models are treated as baselines to emphasize the better
performance of the proposed model.
In such situation, even though the comparison is also conducted among different models’ per-
formances on several datasets, the analysis is insufficient. On one hand, they mainly emphasizes
the strengths of the proposed model while overlooking its weakness on certain scenarios. On
the other hand, the interpretation of results is generally centered on the proposed model,
neglecting the perspectives on other models and not exploring the underlying reasons why
different models exhibit varying performance on the given datasets.
As a result, even the traditional recommendation models are quite mature, the comprehensive
and neutral perspective is still missing.
To bridge the gaps, in this thesis, we conduct the decentralized and comprehensive comparison.
Each model is considered equally, rather than selecting one specific model as the center and
others as baselines.
Moreover, we use datasets with fundamentally different characteristics. Beyond difference in
statistics such density and interaction patterns, the datasets we use cover three application
domains: movie, beauty, and video games.
There exists MovieLens 1M dataset collected from rating platform, which means that the order
of user-item interactions doesn’t reflect the actual sequence of user’s behaviors accurately.
There also are Amazon Review datasets – Amazon 2018 Video Games, Amazon 2018 Luxury
Beauty, and Amaozn 2014 Beauty – from shopping platform, where the order of data aligns
more accurately with actual behaviors.
For the selection of recommendation models, we focus on representative work from traditional –
both sequential and non-sequential settings – and LLMs-based recommendation models. Each
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one of these approaches has its own effective working mechanisms and distinct characteristics.
For sequential tasks of traditional recommendation models, collaborative filtering (CF) is the
most classic approach. It makes recommendations based on users’ historical interactions. The
most commonly used technique is matrix factorization (MF). MF projects users and items into
one shared latent space, representing user and item with latent matrix. Then the interactions
are modeled as the inner product of the latent vectors of the users and items. However,
MF has limitations when dealing with implicit feedback, as MF relies on fixed inner product.
On contrast, neural collaborative filtering (NCF) resorts to neural networks to model the
interaction between user and item features based on implicit feedback, which addresses the
limitations and is an improvement of traditional collaborative filtering. Therefore we select
Neural collaborative filtering (NCF) as the representative work for non-sequential setting of
traditional recommendation models.
Another line of work in this area is the sequential recommendation system to capture the
context of user activities. One of the most widely-used approaches is Markov Chains (MCs).
However, Markov Chains only considers the last click or selection of the users, ignoring the
information of past clicks. These problems are addressed by using RNNs. When the user enters
a website, the model is queried to do recommendations based on the the first item a user clicks
as the initial input of the RNN. After that, each consecutive click of the user will be used to
produce the output based on all the previous clicks. Markov Chains (MCs) and Recurrent
Neural Networks (RNNs) come with different requirements and advantages, which has been
combined by SASRec. SASRec (self-attentive sequential recommendation) is based on the
self-attention mechanism. It aims to identify the relevant items from users’ action history at
each time step to predict the next item for users. This approach is able to capture long-term
semantics with the efficiency of MCs, which base on relatively few actions. The limitation of
SASRec is that it can only learn the users’ historical behaviors from left to right. To improve the
limitations, the BERT4Rec is proposed, which employs the deep bidirectional self-attention to
model user behavior sequences. Thus SASRec and BERT4Rec are the selected representative
work for sequential setting of traditional recommendation models.
Generally speaking, these recommendation models use two kinds of working mechanisms to
do recommendations. The first one is mainly rely on user-item interactions, like NCF. The
second kind of mechanism resort to sequential modeling, like SASRec and BERT4Rec. The
LLMs-based recommendation systems, like BIGRec (Bi-step Grounding Paradigm for Recom-
mendation) and LETTER (LEarnable Tokenizer for generaTivE Recommendation) introduce
new mechanism by utilizing pre-trained knowledge and the powerful generative capabilities of
LLMs. We select BIGRec and LETTER as the representative work for LLMs-based recommen-
dation models, as LLMs-based discriminative recommendation and generative recommendation
respectively.
Since no model is treated as baseline, all models are equally important. We analyze each
model’s performance on different datasets equally, rather than only focusing on reasons why the
proposed model performs better. Through treating all models equally and using fundamentally
different datasets, the findings are more generalizable and transferable. As a result, our work
also provides a valuable reference for LLMs-based recommendation methods.
Overall, in this study, we conduct a comprehensive comparison and analysis among five recom-
mendation models – NCF, SASRec, BERT4Rec, BIGRec, and LETTER – across four datasets:
MovieLens 1M, Amazon 2018 Video Games category, Amazon 2018 Luxury Beauty Category,
and Amazon 2014 Beauty category, using widely-used metrics, Hit Rate (HR) and Normalized
Discounted Cumulative Gain (NDCG).
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Our analysis includes both dataset centric and model centric perspectives. We conduct the case
study based on the overall performance, from conventional approaches, to sequential methods,
and to generative recommendation methods. We also carry out a comparative analysis focusing
on sequential recommendation models – SASRec, BERT4Rec, BIGRec, and LETTER – to
examine their effectiveness and features.
In this thesis, the following research question are addressed:

• RQ1: What are the potential factors influencing the performance of recommendation
models and how these factors make impact?

• RQ2: In what scenarios are different recommendation models are suitable?

Based on these findings, we also identify two potential directions for future research: 1. For
the data where the order of items doesn’t reflect the user’s actual interaction sequence, how
LLMs-based recommendation models address the limitation. 2. Future work of generative rec-
ommendation models could explore the injection of richer descriptive information, specifically
the user-centric descriptive information.

2 Related work

2.1 CF-based recommendations

The early work from recommendation systems usually resorts to item-based neighborhood
method [7], which is based on the similarity matrix of items. This method learns the item-
to-item similarity and then predict based on the similarity between the item and the users’
historical interacted items.
Another line of work is collaborative filter(CF) [22], modeling the interaction between user and
item features based on their historical interactions. Among all the CF methods, the matrix
factorization (MF) [15] is the most commonly used. It projects users and items into a shared
latent space and uses vectors of latent features to represent the user or item. Then the
interactions between users and items are modeled as the inner product of their latent vectors.
However, the feedback is not only explicit but also implicit [29]. The implicit feedback doesn’t
demonstrate the users preference directly. For example, the user grades one item one point,
which is a negative feedback, meaning that the user doesn’t like the item directly. But lacking
of grades from user doesn’t mean the user doesn’t like the ungraded items. It is possible that
the users doesn’t view the item yet. When dealing with such implicit feedback, the linearity
feature of MF limits its capacity.
To solve the challenge of implicit data, various approaches have been proposed. Hu [11]
considers all unobserved data as negative feedback. S. Rendle [25] samples negative instances
from missing data. Liang [20] proposes to weight missing data. NeuCF (Neural network-based
Collaborative Filtering) [9] uses multi-layer perception (MLP) to learn the interaction from
data to address the implicit feedback limitation. Through the learning separate embeddings
and the concatenation of the their last hidden layer, the fusion model of GMF and MLP,
NeuMF (Neural Matrix Factorization), is achieved . Based on this fusion, NeuMF is more
flexible compared with Neural Tensor Network (NTN) [30].
The corporation with neural networks can be traced back to 2007, firstly introduced by
Salakhutdinov, the two-layer Restricted Boltzman Machines (RBM) [27]. Then autoencoders
[28] and denoising autoencoders (DAEs) [19, 40] have also been applied into recommendation
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system. In addition using DNNs to model the interactions as NeuMF, the DNNs have also
been applied to learn from the auxiliary information. These auxiliary information can include
text [18], images [8], and acoustic features [36].

2.2 Sequential recommendation

The early work in recommendation system does not take the context of users’ activities into
account. For sequential recommendation tasks, capturing the patterns based on historical
interactions is very important. The most commonly used methods include Markov Chains
(MCs) [26, 33] and Recurrent Neural Networks (RNNs) [10]. Besides, graph neural networks [6]
and CNNs [33] have also been applied. However, MC-based methods often face the limitation
of the MC order and RNNs-based methods has limited capacity for parallel computation and
long-range dependencies learning [1].
To balance the long-term captures from RNNs and predictions based on recent actions from
MC, the Self-Attention based Sequential Recommendation model (SASRec) [14] is proposed.
This model applies self-attention mechanisms, suitable for parallel, for sequential recommen-
dation tasks.
SASRec applies the left-to-right sequential model, but this unidirectional model only learn
from the previous data and assumes the data has the strict order which is not always the
same in reality. The sequential model BERT4Rec (Bidirectional Encoder Representations from
Transformers) [32] is developed to address the challenge, learning users’ interactions from both
directions.
Similar with SASRec, BERT4Rec predicts the next item based on previous interactions. Com-
pared with the unidirectional mechanism from SASRec and RNN based methods, the bidirec-
tional feature makes BERT4Rec capture long-distance dependencies better.
Besides the usual sequential recommendations, there is also group sequential scenarios [31, 37].
In scenarios such as each member of the family share access to a TV or a Netflix account,
individual preferences may vary significantly. Group sequential recommendations require to
consider the groups’ historical activities, rather than a single user. Effectively identifying and
modeling individual preferences is a crucial challenge for group sequential recommendation
tasks.

2.3 LLMs-based recommendation

Applying LLMs into the recommendation systems has giant potential [2] and current LLMs-
based recommendation models can be broadly categorized into two main approaches. The first
one focuses on the in-context learning (ICL) ability of LLMs [13, 39], but it is limited by the
gap between LLMs and recommendation tasks. To address the limitation, the second category
has been proposed by fine-tuning LLMs [21]. Fine-tuning can enhance LLMs more capable
of specific types of tasks, such as recommendation tasks. To better use the giant generative
ability of LLMs, the special cases TALLRec [4] and InstructRec [42] has been proposed through
injecting recommendation data into instruction-tuning phase. However, all the models ignore
the LLM’s ability of ranking all items.
BIGRec (Bi-step Grounding Paradigm for Recommendation) [3] is one of the recommendation
systems based on LLMs (Large Language Models) with the ability to rank all items, rather
than negative sampling.
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Considering the emphasis on the ability of ranking all items of BIGRec, it can also be cate-
gorized as LLMs-based discriminative recommendations [34]. Another line of work is the gen-
erative recommendation based on LLMs [17, 41]. The challenge caused by the gap between
LLMs and recommendation tasks is how to item tokenization to transform recommendation
data into LLMs language space. The common methods for item tokenization usually uses ID
identifiers [23, 12], textual identifiers [3], and codebook-based methods [24]. However, these
existing methods have some limitations including not using item semantic information or se-
mantic information not hierarchically distributed, lacking of collaborative signals, and item
generation bias. To solve the challenge, LETTER (a LEarnable Tokenizer for generaTivE Rec-
ommendation) [38] is proposed, which is an enhancement of TIGER (Transformer Index for
GEnerative Recommenders) [24]. This model is developed based on RQ-VAE [16] to gener-
ate hierarchical semantic identifier, including semantic embedding extraction and semantic
embedding quantization.

2.4 Research Gaps

Although traditional recommendation models – both sequential and non-sequential setting –
have been extensively studied and quite mature. Most existing research for traditional models
are model-centric.
Prior study mainly focus on the superiority of the proposed model over baselines on specific
benchmark datasets. In most cases, they tend to emphasize the strengths of the proposed
model, but neglecting its possible poor performance on some datasets which represent specific
scenarios. In addition, the interpretation of why the proposed model performs better than
baselines is focused on the proposed model, but overlooking the perspective of the baselines.
At the same time, with the emerging of LLMs-based recommendation models, a comprehensive
and balanced analysis about the recommendation models is still missing.
This thesis bridges the gap, as we conduct the comprehensive and decentralized comparison,
by selecting representative recommendation models, treating each model equally and using
datasets with fundamentally different characteristics.
As a result, this thesis uncover the potential factors influencing the performance of recom-
mendation models and explore the scenarios that different recommendation models show ad-
vantages. Based on these findings, our thesis also provides transferable insights and valuable
reference with which LLMs-based recommendation study could be inspired.

3 Preliminaries

This section describes the problem formulation and model architecture. Section 3.1 formalizes
the problem for traditional and LLMs-based recommendation models. Section 3.2 introduces
core mechanisms of five recommendation models, including TIGER.

3.1 Problem Formulation

3.1.1 Traditional recommendation models

Let U = {u1, u2, . . . , u|U|} denote a set of users. I = {i1, i2, . . . , i|I|} denotes a set of items.
M and N denote the number of users and items respectively. Then the user-item interaction
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matrixY ∈ RM×N is defined as Equation 1, where yui denotes whether the interaction between
user u and item i is observed or not.

yui =

{
1, if interaction (u, i) is observed;

0, otherwise.
(1)

Neural collaborative filtering (NCF) resorts to neural networks to model the interaction between
user and item features based on implicit feedback. In that case, the NCF model is formulated
as Equation 2, where ŷui denotes the predicted scores for user u and item i, Θ denotes the
model parameters, and f represents the interaction function.

ŷui = f(u, i | Θ) (2)

For sequential recommendation models, SASRec and BERT4Rec, the goal is to predict the next
item for user u based on the historical behaviors of users. For each user u ∈ U , the historical
sequence is denoted as Su, defined as Equation 3, where |Su| represents the sequence length
of user u. (

Su
1 , S

u
2 , . . . , S

u
|Su|
)
, Su

t ∈ I (3)

At time t, sequential recommendation models aim to predict the next item, t+1 depending on
the previous interacted items. Then the model is formulated as modeling denoted as Equation
4.

p
(
Su
t+1 = i | Su

)
(4)

The main difference between SASRec and BERT4Rec lies how they learn from historical
interactions. SASRec learns in unidirectional, from left to right, while BERT4REc adopts
bidirectional approach. This fundamental difference leads to different training process.
For SASRec, the input consists of observed sequence up to a certain point, and the model is
trained to predict the next item. In contrast, BERT4Rec learns by masking random items and
the last item of the sequence and predicting the masked items using information from both
directions.
Therefore, the formulation of SASRec and BERT4Rec are defined as from Equation 4 to
Equation 5, where t∗ denotes the target position model predict, Su

1:t denotes the interaction
sequence of user u from time 1 to time t, Mu denotes the masked items of historical sequence
of user u, and Su

\Mu
denotes the historical sequence of user u without the maksed items.

p (Su
t∗ = i | Su) =

{
p
(
Su
t+1 = i | Su

1:t

)
, SASRec : t∗ = t+ 1, context = Su

1:t,

p
(
Su
t = i | Su

\Mu

)
, BERT4Rec : t∗ = t ∈ Mu, context = Su

\Mu

(5)

3.1.2 LLMs-based recommendation models

BIGRec requires the historical sequence of user-item interactions to generate the next item by
recommendation-specific instruction-tuning. For each user u ∈ U , the historical sequence is
denoted as Su, defined as Equation 3, where |Su| represents the sequence length of user u.
Based on the historical sequence Su and designed prompt Pompt, BIGRec generates the new
item for user, denoted as Equation 6, where Su

1:t denotes the interaction sequence of user u
from time 1 to time t, Prompt denotes the specifically designed prompt for recommendation
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instruction-tuning, ϕ denotes the parameters, g denotes the generation function, and oracle
denotes the embeddings of the outputs generated by the LLMs.

oracle = gϕ(Prompt, Su
1:t) ∈ Rd (6)

The Prompt consists of three parts: an instruction defining the recommendation task, an
input providing the historical sequence of user, and an output representing the ground-truth
item which is the last item of the historical interaction sequence. The example is demonstrated
in Table 1.
The global ranking of BIGRec is achieved by calculating the L2 distance, defined as Equation
7, between actual items and the generated item. embi denotes the embedding of the i-th item
and Di denotes the L2 distance between embi and oracle.

Di = ∥embi − oracle∥2 (7)

LETTER uses LLM to generate the next item in the format of an identifier, based on the
historical interaction sequence Su of user u. It applies semantic regularization to make iden-
tifiers with hierarchical semantics, collaborative regularization to inject collaborative signals,
and diversity regularization to reduce the code assignment bias.
The training loss of LETTER is defined as Equation 8, where LSem denotes the loss for semantic
regularization, LCF denotes the loss for collaborative regularization, LDiv denotes the loss for
diversity regularization, and α and β are set to regulate the influence of collaborative and
diversity regularization.

LLETTER = LSem + αLCF + βLDiv (8)

Given the historical interaction sequence Su of user u, each item i is projected into the identifier
ĩ of length L, shown as Equation 9. The user interaction sequence is projected into x, described
as Equation 10. Then training data D is defined as Equation 11. y denotes the identifier of the
next item to be predicted defined as Equation 12. Then LETTER is formulated as Equation
13, where θ denotes the parameters.

ĩ = [c1, c2, . . . , cL] (9)

x =
[̃
i1, ĩ2, . . . , ĩM

]
(10)

D = {(x, y)} (11)

y = ĩM+1 (12)

pθ(y | x) (13)

3.2 Model Architecture

In this research, we evaluate five different recommendation models on four datasets, ranging
from NCF, a neural network–based model, to SASRec, which uses self-attention for sequential
recommendation, to BERT4Rec with deep bidirectional self-attention. We also included BI-
GRec, a LLMs-based recommendation model emphasizing global ranking ability, and LETTER,
a generative recommendation model which improves item tokenization from TIGER.
These five recommendation models are selected as the representative work from traditional
recommendation models – both non-sequential and sequential settings – and LLMs-based rec-
ommendation systems. NCF resorts to neural networks to model interactions between user
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and item features based on implicit feedback, which is an improvement of classic collabora-
tive filtering. Sequential recommendation systems aim to capture the context of user actions.
Traditional MCs-based approaches require sparse datasets. and RNNs-based approaches re-
quire dense datasets. SASRec leverages self-attention mechanism from Transformer to capture
long-term semantics using relatively few recent actions, reducing the limitation of traditional
MCs-based and RNNs-based methods. The limitation of SASRec is that it can only learn
from left to right. BERT4Rec is proposed to address the limitations, using the deep bidirec-
tional self-attention mechanism. For LLMs-based recommendation models, BIGRec converts
interactions between user and item to natural language and explores powerful generative and
natural language understanding ability of LLMs on recommendation tasks. Another important
paradigm in LLMs-based recommendation systems is item tokenization. LETTER uses seman-
tic regularization, collaborative regularization, and diversity regularization to inject hierarchical
semantic information and collaborative signals into fair identifiers.
As LETTER is an enhancement of TIGER and originates from it. LETTER focuses on item
tokenization and it is supposed to be instantiated on one generative rec model, for which
we adopt TIGER, which is consistent with the original paper of LETTER. Therefore, in this
section, the core mechanisms of six models, including TIGER, are outlined.

3.2.1 Neural collaborative filtering

NCF (Neural network-based Collaborative Filtering) [9] uses multi-layer perception (MLP) to
learn the interaction from data to address the implicit feedback limitation.
For NCF general framework, the output of one layer is used as the input of next one. The
input feature of the bottom input layer is the identity of users and items, which can be
transformed into binarized sparse vector with one-hot encoding. NCF framework then can
be easily extended to address the cold-start problem for the generic feature representation.
The embedding layer projects them to user and item embeddings, the dense vectors. The
multi-layer perceptron (MLP) architecture, neural collaborative filtering layers, then map the
embeddings to prediction scores. The illustration of NCF framework is shown as Figure 1.
The output layer predicts the scores after the training performed by minimizing the pointwise

Figure 1: Neural Collaborative Filtering Framework[9]

loss. However, since implicit feedback is binarized 1 or 0, the value can be treated as a label
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indicating the relevance or irrelevance. The prediction score then reflects the likelihood of an
item being relevant to a user and constrained in the range [0,1] through the activation function.
The recommendation task with implicit feedback then is converted to the binary classification
task.
The conventional MF can be viewed as a special case of NCF framework, in which the identity
function is used as the activation function of the output layer and the edge weights of the
output layer are set to a uniform vector of ones. Meanwhile, if the activation function is set
to a non-linear function, like the sigmoid function as Equation 14, where x denotes the innner
product of the user embedding and item embedding. And the output layer weights are learned
from data through log loss, then the Generalized Matrix Factorization (GMF) is defined.

σ(x) =
1

1 + e−x
(14)

As shown in Figure 1, the inputs of users and items are processed separately. Multi-Layer Per-
ceptron (MLP) is implemented to learn the interaction between user and item latent features.
The network structure of MLP is designed as tower pattern, which helps to learn more abstract
features of data.
GMF applies a learned kernel to model latent feature interactions, while MLP uses a non-linear
kernel to learn these interactions directly from data. Through sharing the same embedding layer
and the combination of their interactions’ outputs, the fusion model of GMF and MLP, NeuMF
(Neural Matrix Factorization), is achieved, shown as Figure 2.

Figure 2: Neural Matrix Factorization Model [9]

3.2.2 Self-attentive sequential recommendation

Self-Attention based Sequential Recommendation model (SASRec) [14] applies self-attention
mechanisms, suitable for parallel, sequential recommendation tasks. It predicts the next item
based on the user’s previous action sequence. The core components of this model include the
embedding layer, self-attention blocks, and prediction later.
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The user action sequence is represented as Su = (Su
1 , S

u
2 , . . . , S

u
|Su|). For SASRec, at the time

step t, the fixed-length sequence (Su
1 , S

u
2 , . . . , S

u
|Su|−1) is fed into the model as the training

sequence to predict the next item (Su
2 , S

u
3 , . . . , S

u
|Su|). If the sequence length exceeds the

maximumimal length n, then only the most recent n items are taken into account. If the
sequence is shorter than the maximum length n, it is padded with zeros to reach the required
length. Since SASRec applies the self-attention, rather than RNNs or CNNs, the learnable
position embedding is injected into the input embedding.
The attention layer is employed to compute the weighted sum of all values.

Attention(Q,K,V) = softmax

(
QK⊤
√
d

)
V[14] (15)

Equation 15 defines the scaled dot-product attention, where Q denotes the queries, K denotes
the keys, V denotes the values, and

√
d is the scale factor. Shown as Equation 15, the

embedding is used as the input to the self-attention operations and is transformed into queries,
keys, and values through linear projections learning asymmetric interactions.
The self-attention mechanism allows to use the information of the whole sequence. However,
the causality must be considered. The model are only allowed to consider the first several
items to predict the next item. To solve the challenge, all the links between Qi and Kj, where
i < j, must be forbidden.
Self-attention is the linear model, a point-wise two-layer feed-forward network is applied to
inject the nonlinearity to the model:

Fi = FFN(Si) = ReLU(SiW
(1) + b(1))W(2) + b(2)[14] (16)

where Si denotes the i-th output of the self-attention layer, W(1), W(2) are d × d matrices,
and b(1), b(2) are d-dimensional vectors. The interaction between Si and Sj is forbidden to
avoid information leakage.
To learn more complex information, the self-attention blocks are stacked. This complex struc-
ture causes several challenges, including overfitting, instability, and increased training time
requirement. Therefore, residual connections to capture the low-layer features, layer normal-
ization to stable the and accelerate the training, and dropout to reduce overfitting are applied.
The relevance score of the next item is predicted based on the output of the final self-attention
block, and recommendations are generated by ranking items according to these scores, where
the higher scores indicate greater relevance. While using shared item embeddings helps reduce
overfitting, it may limit the model’s ability to capture asymmetric interactions. However, SAS-
Rec effectively overcomes this limitation by learning non-linear transformations earlier in the
network.

3.2.3 Sequential recommendation with bidirectional encoder representations
from Transformer

BERT4Rec(Sequential Recommendation with Bidirectional Encoder Representations from Trans-
former) is built on the self-attention layer. As illustrated in Figure 3, this model consists of
L stacked bidirectional Transformer layers and the position information is updated iteratively.
However, learning from both left and right sides of a sequence can lead to information leak-
age. To address this issue, BERT4Rec introduces Cloza task. In this step, the model randomly
masks certain items in the sequence and learns to predict the corresponding IDs based on
both left and right information. Since BERT4Rec is designed for recommendation tasks, the
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last item in the sequence is supposed to be masked as the target of the recommendation
tasks. This approach allows BERT4Rec to leverage bidirectional context while still performing
effective next-item prediction as recommendation model.
The hidden representations hl

i at each layer l for each position i are computed in parallel
using Transformer layer, based on the input sequence of length t. For parallel computation,
the hidden representations hl

i ∈ Rd are stacked into the matrix H l ∈ Rt×d.

Figure 3: BERT4Rec Model Architecture [32]

The Transformer layer contains two sub-layers, as shown in Figure 4, including the Multi-Head
Self-Attention using linear projection and Position-wise Feed-Forward Network injecting the
nonlinearity into the model.

MH(H l) = [head1; head2; . . . ; headh]W
O[32] (17)

headi = Attention(H lWQ
i , H lWK

i , H lW V
i )[32] (18)

Multi-head attention projects H l into h sub-spaces as Equation 17 and apply h attention
functions in parallel as Equation 18. WQ

i ∈ Rd×d/h, WK
i ∈ Rd×d/h, W V

i ∈ Rd×d/h, and
WO

i ∈ Rd×d are projections matrices. The attention function is defined as Equation 19. Q
denotes query, K denotes key, V denotes value, and

√
d/h denotes the temperature. Q, K,

and V are learned from the same H l, but with different learned projection matrices WQ
i , WK

i ,
and W V

i .

Attention(Q,K,V) = softmax

(
QK⊤√
d/h

)
V[32] (19)

FFN(x) = GELU(xW(1) + b(1))W(2) + b(2)[32] (20)
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Figure 4: Transformer Layer [32]

GELU(x) = xΦ(x)[32] (21)

Position-wise Feed-Forward Network is applied to the outputs of the self-attention sub-layer to
inject the nonlinearity in two steps, as shown in Equation 20. The first transition is xW(1)+b(1),
followed by Gaussian Error Linear Unit (GELU) activation represented as Equation 21. W(1) ∈
Rd×4d, W(2) ∈ R4d×d, b(1) ∈ R4d, and b(2) ∈ Rd are learnable parameters. The nonlinearity
is applied independently to each h. For H l, the transition is represented as Equation 22.

PFFN(H l) =
[
FFN(hl

1)
⊤; . . . ;FFN(hl

t)
⊤]⊤ [32] (22)

Stacking multiple Transformer layers enables to capture more complicated information, but
it also introduces some challenges such as increased training costs. To address this, residual
connection, layer normalization, and dropout are incorporated. The learnable positional em-
beddings are injected to the input to preserve position information, and the input sequence
length is fixed for consistencey. And the shared item embedding matrix is used to reduce over-
fitting and model size. The two-layer feed-forward network with GELU activation as Equation
21 is used to predict the distribution over target items.

P (v) = softmax
(
GELU

(
hL
t W

P + bP
)
E⊤ + bO

)
[32] (23)

where hL
t denotes the masked item after L layers, W P denotes the learnable projection matrix,

bP , bO are bias terms, and E is the embedding matrix.

3.2.4 Bi-step grounding paradigm for recommendation

BIGRec (Bi-step Grounding Paradigm for Recommendation) [3] is a two-step grounding frame-
work designed to evaluate the comprehensive ranking capabilities of LLMs.
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Given the vast language space created by the strong generative capacity of LLMs, BIGRec
introduces two grounding steps: 1. Grounding LLMs from language space to the recommen-
dation space for recommendation task. 2.Grounding from the recommendation space to the
actual item space.
The language space refers to the set of all possible language sequences that LLMs could
generate. This space is extremely large, making it impractical to generate recommendations
directly from it. The recommendation space is a filtered subset of the language space, con-
taining the entities satisfying the users’ preference. However, these entities include both real
and imaginary items. The third space, actual item space, contains only the real, valid items
within the recommendation space. By grounding the model through these three spaces, BI-
GRec filters candidates layer by layer, ultimately selecting the target items from a vast number
of possibilities.
The implementation primarily relies on two stages of instruction tuning. First, instruction
tuning is performed on the alpaca self-instruct data using LLaMA (Large Language Model
Meta AI) [35], enhancing the LLMs’ understanding ability towards the instructions. Second,
recommendation-specific instruction tuning, shown as Table 1, is applied to constrain the
output of LLMs from the vast language space to the recommendation space.

Table 1: Example of the instruction-tuning data for the step of grounding to the space.

Instruction Input

Instruction: Given ten movies that the user watched recently, please
recommend a new movie that the user likes to the user.

Input: The user has watched the following movies before: “Traf-
fic (2000)”, “Ocean’s Eleven (2001)”, ... “Fargo (1996)”

Instruction Output

Output: “Crouching Tiger, Hidden Dragon (Wu hu zang long)
(2000)”

[3]

To ensure the the recommended items are real entities, the model compares the embeddings
of the generated tokens and the embeddings of the actual items. The L2 distance representing
the similarity is calculated, as Equation 24, where embi denotes the embedding of the i-th
item, oracle denotes the embedding of the outputs generated by the LLM, and Di denotes
the L2 distance between them.

Di = ∥embi − oracle∥2[3] (24)

Based on the similarity values, the generated tokens are ranked in ascending order of L2
distance to determine which ones correspind to real-work items.
In addition to validating the authenticity of items, it is also important to incorporate popularity
and collaborative information. To inject the popularity, the popularity factor of each item is
calculated and is normalized as Equation 25. N denotes the set of user-item interactions in
the training data, N j denotes the number of observed interactions for item j in N , I denotes
all items, Ci denotes the popularity of the i-th item, and Pi denotes the normalized value of
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Ci. 
Ci =

N i∑
j∈I N j

,

Pi =
Ci −minj∈I{Cj}

maxj∈I{Cj} −minj∈I{Cj}
,

[3] (25)

Then the L2 distance is re-weighted by popularity information, adjusted from Equation 24 to
Equation 26, where D̂i denotes the normalized Di, and γ is the hyperparameter determining
the influence of popularity.

D̂i =
Di −minj∈I{Dj}

maxj∈I{Dj} −minj∈I{Dj}
,

D̃i =
D̂i

(1 + Pi)γ
,

[3] (26)

For collaborative filtering information, the prediction score predicted by collaborative filtering
can be injected in the similar way as popularity factor in Equation 26. However, the increased
volume of statistical information, popularity and collaborative information, doesn’t improve
the performance of BIGRec as substantial as traditional methods.

3.2.5 Transformer index for generative recommenders

TIGER (Transformer Index for GEnerative Recommenders) [24] is a generative retrieval model
for sequential recommendation task. It introduces the concept of Semantic ID, which is a
sequence of tokens generated from the item’s content information. This Semantic ID is then
used to train the generative recommendation model.
To generate Semantic ID based on item’s content information, dense content embeddings are
first generated using a pretrained text encoder, such as SentenceT5. Then, the embedding is
quantized to generate a set of codewords/tokens. These tokens are ordered and are referred
to as the Semantic IDs of items.
The residual quantum variable autoencoder (RQ-VAE) is used to quantize and to generate the
Semantic IDs. The content information of items are denotes as x and the encoder is denoted
as ξ. The latent representation is denoted as z, defined as Equation 27.

z := E(x)[24] (27)

The level is denoted as d. At the initial level, where d = 0, the initial residual is r0, defined as
Equation 28.

r0 := z[24] (28)

For each level d, the codebook is defined as Equation 29, where K denotes the codebook size.

Cd := {ek}Kk=1[24] (29)

At zero-th level, the zero-th codeword is defined as Equation 30, which is the index of the
closest embedding.

c0 = argmin
i

∥r0 − ek∥[24] (30)
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For each level d, cd denotes the index of the closest embedding, defined as Equation 31. The
closest embedding ecd is recorded.

cd = argmin
i

∥rd − ei∥[24] (31)

For the residual of next level, d+ 1, it is defined as Equation 32.

rd+1 := rd − ecd [24] (32)

Figure 5: RQ-VAE [24]

This process of Equation 31 and Equation 32 is repeated until the Semantic ID is fully gener-
ated. The whole process is demonstrated as Figure 6. If the codebook has m levels, the process
repeats m times to eventually obtain the complete Semantic ID, denoted as (c0, c1, . . . , cm−1).
Then the quantized representation of ẑ, is defined as Equation 33. ẑ is used by decoder to
recreate x, and x̂ is the output of the decoder.

ẑ :=
m−1∑
d=0

ecd [24] (33)

The loss of RQ-VAE is defined as Equation 34, where Lrecon and Lrqvae is defined as Equation
35 and Equation 36, respectively.

L(x) := Lrecon + Lrqvae[24] (34)

Lrecon := ∥x− x̂∥2[24] (35)

Lrqvae :=
m−1∑
d=0

∥sg[rd]− eci∥2 + β∥rd − sg[eci ]∥2[24] (36)

The Transformer model is then trained as the sequential recommendation model based on
these Semantic IDs, (c0, c1, . . . , cm−1). The sequence of users is denoted as (item1, . . . , itemn),
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the model is supposed to predict the next item. The Semantic ID for itemi is denoted as
(ci,0, ci,1, . . . , ci,m−1). Then the sequence of user is converted to

(c1,0, . . . , c1,m−1, c2,0, . . . , c2,m−1, . . . , cn,0, . . . , cn,m−1)

The next item predicted by the sequence-to-sequence model is denoted as

(cn+1,0, cn+1,1, . . . , cn+1,m−1)

3.2.6 Learnable item tokenization for generative recommendation

LETTER (a LEarnable Tokenizer for generaTivE Recommendation) [38]is proposed to meet
the requirements of identifiers by integrating hierarchical semantics, collaborative signals, and
code code assignment diversity.
This model is developed based on RQ-VAE [16] and introduces semantic regularization to gen-
erate identifier with hierarchical semantic, in two steps. The first step is semantic embedding
extraction. Content information, such as titles and genres from MovieLens 1M ”movies.dat”
file, and titles and descriptions from the Amazon meta data, is firstly used to extract the
semantic embedding s. This embedding is then compressed into z = Encoder(s), s ∈ Rd.
The second step is semantic embedding quantization. Embedding z is then quantized into the
code sequence using L codebooks, where L represents the length of the identifier. The loss
for semantic regularzation is defined as Equation 37, where l denotes the level, Cl = {ei}Ni=1

denotes the codebook, ei is the learable code embedding, N denotes the size of codebook, cl
denotes the code index for the level l, rl−1 denotes the residual for level l − 1, and ŝ denotes
the recreated semantic embedding.

LSem = LRecon + LRQ-VAE,

LRecon = ∥s− ŝ∥2,

LRQ-VAE =
∑L

l=1

∥∥sg[rl−1

]
− ecl

∥∥2 + µ
∥∥rl−1 − sg

[
ecl
]∥∥2 ,

[38] (37)

Collaborative regularization is introduced to make items with similar collaborative information
to have similar code sequences. Firstly, the CF (collaborative filtering) embeddings of items
are obtained by well-trained CF recommendation model. Then these embeddings are used to
be aligned with the quantized embeddings from semantic regularization to inject collaborative
signals. The CF loss is defined as Equation 38, where h denotes CF embedding, < a, b >
denotes the inner product between a and b, and B denotes the batch size.

LCF = − 1

B

B∑
i=1

exp (⟨ẑi, hi⟩)∑B
j=1 exp (⟨ẑi, hj⟩)

[38] (38)

Diversity regularization is introduced to mitigate the code generation bias. The code embed-
dings are cluster into K groups by using constrained K-means [5]. The distribution is then
determined based on the distance among the code embeddings, encouraging diversity in the
generated codes. The loss of diversity regularization is defined as Equation 39, where eicl
denotes the nearest code embedding of item i, e+ denotes code embedding of a randomly
selected sample from cl, and ej, j ∈ {1, . . . , N} \ {cl} denotes all code embeddings except
ecl

LDiv = − 1

B

B∑
i=1

exp
(
⟨eicl , e+⟩

)∑N−1
j=1 exp

(
⟨eicl , ej⟩

) [38] (39)
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Figure 6: LETTER [38]

In conclusion, the training loss for LETTER is defined as Equation 40, where α and β are set
to regulate the influence of collaborative and diversity regularization. The whole process of
LETTER is demonstrated as Figure 6.

LLETTER = LSem + αLCF + βLDiv, [38] (40)

4 Data

4.1 Data sources and dataset scale

In this research, we use four datasets from two different sources. The first one is MovieLens 1M
Dataset, a well-established benchmark provided by GroupLens Research 1. It contains 1,000,209
anonymous ratings for approximately 3,900 movies, rated by 6,040 users from approximately.
The dataset is released in February 2023.
The other datasets are from the Amazon Review Data (2018) and Amazon Review Data
(2014), which contain two main components: a reviews file and a product metadata file. In
our study, we focus on three datasets: Amazon 2018 Video Games category, Amazon 2018
Luxury Beauty category, and Amazon 2014 Beauty category. For all three categories, we use
the 5-core subset for reviews, meaning that each remaining user and item has at least five
reviews. Specifically, the Amazon 2018 Luxury Beauty dataset contains 34,278 reviews and
metadata for 12,308 products. The Amazon 2018 Video Games dataset is larger, containing
497,577 5-core reviews and metadata for 84,893 products. The Amazon 2014 Beauty contains
198,502 reviews and 259,204 products metadata.

4.2 Structure, schema and examples

4.2.1 MovieLens 1M

The MovieLens 1M Dataset contains three files, including ”ratings.dat”, ”users.dat”, and
”movies.dat”, each capturing a different aspect of the user–item interaction.

1(http://www.grouplens.org/)

23



(a) ratings.dat Schema

Field Name Range Description Example
UserID Range between 1 and 6040 Unique user identifier 1
MovieID Range between 1 and 3952 Unique movie identifier 1193
Rating 5-star scale User’s rating for the movie 5
Timestamp Seconds since 1970-01-01 Time of ratings 978300760

(b) movies.dat Schema

Field Name Description Example
MovieID Unique movie identifier 1
Title Movie title with release year Toy Story (1995)
Genres Fixed set of categories Animation|Children’s|Comedy

(c) users.dat Schema

Field Name Description Example
UserID Unique user identifier 1
Gender User gender F
Age Age group category ID 1
Occupation Occupation category ID 10
Zip-code User’s postal code 48067

Table 2: Data structures of the three files in MovieLens 1M: ratings.dat, movies.dat,
and users.dat.

All ratings and interactions are contained in the file ”ratings.dat” and are in the following
format:

UserID :: MovieID :: Rating :: Timestamp

Each user in the dataset has provided at least 20 ratings, ensuring a minimum level of engage-
ment. All ratings are whole-star values on a 5-point scale. The Timestamp field represents the
time of the rating in seconds since the Unix epoch (1970-01-01 00:00:00 UTC).
The ”movies.dat” file provides information about each movie, using the format:

MovieID :: Title :: Genres

Titles are the same as the ones provided by the IMDB, including the year of release. Genres
are pipe-separated and chosen from predefined set. Some MovieIDs may not correspond to
actual movies due to duplicate or test entries.
The ”users.dat” file contains demographic information about each user in the format:

UserID :: Gender :: Age :: Occupation :: Zip− code

The detailed schema of the three files of MovieLens 1M, including field names, ranges, de-
scriptions, and example values, is shown in Table 2.

4.2.2 Amazon Review Data

Amazon Review Data (2018 version and 2014 version) include the review data and the meta-
data for items. The review data is stored in a JSON format, with one review per line. The
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metadata includes information such as product descriptions, prices, sales rank, brand, and co-
purchasing links. The detailed schema of the Amazon Review Data including reviews file and
meta file, is shown in Table 3 and Table 4. The content of Amazon 2018 and Amazon 2014
is slightly different. In Table 3 and Table 4, the fields indicating the version of dataset appear
only in this dataset.

Table 3: Field descriptions and examples from Amazon Review Data

Field Name Description Example
overall Rating score (1–5) 5.0
verified Whether the purchase was verified true
reviewTime Date of the review (raw format) "01 5, 2018"

reviewerID Unique ID of the reviewer "A2HOI48JK8838M"

asin Unique product ID "B00004U9V2"

style (2018) Product attributes (e.g., size, color) "Size:" : "0.9 oz."

reviewerName Name of the reviewer "DB"

reviewText Full content of the review "This handcream has a..."

summary Short summary/title of the review "Beautiful Fragrance"

unixReviewTime Review timestamp (Unix time) 1515110400
helpful(2014) helpfulness rating of the review 2/3

Table 4: Field descriptions and examples – Amazon metadata

Field Name Description Example
category List of categories the product belongs to ["Video Games", "PC", "Games"]

description Description of the product "This software is BRAND NEW..."

title Name of the product "Ice Cream Truck"

brand Brand name "Sunburtst"

feature Bullet-point features of the product ["8 MB RAM...", "SVGA..."]

also view/buy Related products also viewed ["B00005LBVS", "B002CMU748", ...]

main cat Main category "Video Games"

price Price in USD (at time of crawl) "$5.69"
asin ID of the product "0439342260"

imageURL URL of the product image ["https://...jpg"]

imageURLHighRes URL of high-resolution image ["https://...jpg"]

4.3 Descriptive statistics

MovieLens 1M is the densest dataset among four datasets. Even the interactions of user and
item still follow the long-tail distribution, the proportion of popular item is more than 60%
and all the users are highly active. This characteristics helps to explore new items when the
cutoff is set to higher ranks. But the limitation of MovieLens 1M is that the order of data
doesn’t reflect the actual order of users’ behaviors in real life.
All three Amazon Review datasets show evident long-tail effect, meaning that most items have
very few interactions. Amazon 2018 Video Games has the largest number of users and is the
sparsest among four datasets. Amazon 2018 Luxury Beauty is relatively small in user size but
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Table 5: Density of MovieLens 1M

Users Items Interactions Density
6,040 3,883 1,000,209 4.27%

Table 6: Density of Amazon Review Datasets based on meta items

Dataset Users Items (Meta) Interactions Density
Amazon 2018 Video Games 55,223 84,893 497,577 0.0106%
Amazon 2018 Luxury Beauty 3,811 12,308 34,278 0.0730%
Amazon 2014 Beauty 22,363 259,204 198,502 0.0034%

show higher density. Item interactions in this dataset are highly concentrated within a small
proportion of items, while it has a high proportion of cold-start items. This interaction pattern
reveals strong proportion bias and imbalance in Amazon 2018 Luxury Beauty. The scale of
Amazon 2014 Beauty medium and density is also between Amazon 2018 Video Games and
Amazon 2018 Luxury Beauty. It has no cold-start items and the distribution of interactions is
relatively balanced. In addition, the item titles from Amazon 2018 Luxury Beauty and Amazon
2014 Beauty are more detailed and complicated than these from Amazon 2018 Video Games.
The descriptions of items from Amazon 2018 Luxury Beauty and Amazon 2014 Beauty also
more informative.

4.3.1 MovieLens 1M

The MovieLens 1M dataset contains 1,000,209 reviews, which translates to a density of roughly
4.27% and a sparsity of about 95.73%, shown as Table 5.
User-centric
In the MovieLens 1M dataset, each user has, on average, 165.6 interactions, with a median of
96 and a standard deviation of 192.75. Every user has contributed at least 20 ratings.
The users-centric interactions distribution for MovieLens 1M is illustrated as histogram Figure
20.
The ”users.dat” file in the MovieLens 1M dataset contains each user’s demographic details,
specifically their gender, age, and occupation. Gender is denoted as ”M” for male and ”F”
for female. Age and Occupation are selected from predefined categories and represented as
categorical codes. The distributions of these attributes are shown in the Figures 21.
The ”movies.dat” file contains the genre of the movies and the distribution is illustrated as
Figure 22.
Item-centric
In the MovieLens 1M dataset, each item has, on average, 269.89 interactions, with a median
of 123.5 and a standard deviation of 384.05. Items that have been rated more than 50 times
are defined as popular items, while those with less than 5 ratings are considered cold-start
items. In total, there are 2,514 popular items, approximately 64.74% of all interacted items.
Meanwhile, 290 items fall into the cold-start items category, accounting for about 7.47%.
The items-centric interactions distribution for MovieLens 1M is illustrated as long-tail Figure
23.
Ratings
Figure 24 illustrates the rating rating statistics for MovieLens 1M. Figures 25 shows the rating
statistics for Luxury Beauty and Video Games from Amazon Review Data (2018). For each
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Table 7: Density of Amazon Review Datasets based on interacted items

Dataset Users Items (Interacted) Interactions Density
Amazon 2018 Video Games 55,223 17,408 497,577 0.0518%
Amazon 2018 Luxury Beauty 3,811 1,581 34,278 0.5689%
Amazon 2014 Beauty 22,363 12,101 198,502 0.0734%

Table 8: User and item interaction statistics on MovieLens 1M

Metric User Item (Movie)
Mean Interactions 165.60 269.89
Median Interactions 96.00 123.50
Std. Dev. Interactions 192.75 384.05
Active Users (≥ 20) 6040 –
Active User Ratio 1.0000 –
Popular Items (≥ 50) – 2514
Popular Item Ratio – 0.6474
Cold-Start Items (< 5) – 290
Cold-Start Item Ratio – 0.0747

dataset, the left subplot shows the overall distribution of rating scores, while the right subplot
shows the yearly trend of the number of ratings over time.

4.3.2 Amazon Review Data

The Luxury Beauty category in the 2018 Amazon Review data comprises 34,278 reviews
from 3,811 users. Although its metadata file lists 12,308 products resulting in a sparsity of
approximately 98.94%, only 1,581 items actually have any user interactions.
In Amazon 2018 Video Games Review dataset, there are 497,577 ratings from 55,223 users.
The sparsity is 94.82%. Same as Luxury Beauty category, the value is calculated with the total
number of items listed in meta file, and the there are 17,408 items actually having interactions.
Amazon 2014 Beauty contains 198,502 reviews from 22,363 users, with the sparsity about
99.997%. The value is calculated using all items listed in meta file. The sparsity becomes
99.93% when calculated based on the interacted items.
The density of Amazon 2018 Video Games, Amazon 2018 Luxury Beauty, and Amazon 2014
Beauty are shown as Table 6 and 7.
User-centric
In the Amazon 2018 Luxury Beauty dataset, user has on average 8.98 interactions, with a
median of 7 and a standard deviation of 8.96. In the Amazon 2018 Video Games dataset, has
on average 9.01 interactions, with a median of 6 and a standard deviation of 10.7. In Amazon
2014 Beauty, user has about 8.88 interactions on average, with a median of 6 and a standard
deviation of 8.16. Each user has provided at least 5 ratings. The users-centric interactions
distribution for Amazon 2018 Luxury Beauty, Amazon 2018 Video Games, and Amazon 2014
are illustrated respectively as long-tail curve and histogram, shown as Figure 26.
Item-centric
In Amazon 2018 Luxury Beauty dataset, each item has, on average, 21.68 interactions, with
a median of 13 and a standard deviation of 57.36. Items that have been rated more than 50

27



Table 9: User and item interaction statistics on Amazon 2018 Luxury Beauty and Amazon
2018 Video Games

Metric Amazon 2018 Luxury Beauty Amazon 2018 Video Games
User Item User Item

Mean Interactions 8.98 21.68 9.01 28.58
Median Interactions 7.00 13.00 6.00 13.00
Std. Dev. Interactions 8.96 57.36 10.70 52.34
Active Users (≥ 5) 3811 – 55220 –
Active User Ratio 0.9979 – 0.9999 –
Popular Items (≥ 50) – 65 – 2257
Popular Item Ratio – 0.0411 – 0.1297
Cold-Start Items (< 5) – 143 – 114
Cold-Start Item Ratio – 0.0904 – 0.0065

Table 10: User and Item Interaction Statistics on Amazon 2014 Beauty

Metric User Item
Mean Interactions 8.88 16.40
Median Interactions 6.00 9.00
Std. Dev. Interactions 8.16 23.61
Active Users (≥ ) 22 363 –
Active User Ratio 1.0000 –
Popular Items (≥ 50) – 742
Popular Item Ratio – 0.0613
Cold-Start Items (< 5) – 0
Cold-Start Item Ratio – 0.000

times are defined as popular items, while those with less than 5 ratings are considered cold-
start items. In total, there are 65 popular items, approximately 4.11% of all interacted items.
Meanwhile, 143 items fall into the cold-start items category, accounting for about 9.04%.
In Amazon 2018 Video Games dataset, each item has, on average, 28.85 interactions, with
a median of 13 and a standard deviation of 52.34. Items that have been rated more than 50
times are defined as popular items, while those with less than 5 ratings are considered cold-start
items. In total, there are 2257 popular items, approximately 12.97% of all interacted items.
Meanwhile, 114 items fall into the cold-start items category, accounting for about 0.65%.
In Amazon 2014 Beauty dataset, item has about 16.4 interactions on average, with a median
of 9 and a standard deviation of about 23.61. There are 742 popular items, about 6.13% of
all interacted items. And there is 0 cold-start items in this dataset.
The item-centric interactions distribution for Amazon 2018 Luxury Beauty, Amazon 2018
Video Games and Amazon 2014 Beauty is illustrated respectively as long-tail, shown as Figure
27.
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5 Experimental Methodology

5.1 Model-specific input requirements

Each of the five models discussed in Section 3.2 has its own specific requirements. To ensure a
fair comparison of the five models’ performance, we use the hyper-parameter settings provided
in their original papers as our default settings.
Prior to model training, all data are preprocessed to satisfy the different input requirements of
each model. For NCF, the data must be split into three separate files: training data, testing
data, and negative candidates. The training and testing files share the same format: each line
contains user ID, item ID, rating, and timestamp, separated by spaces. The negative candidates
file serves as the candidate set for ranking evaluation. It starts with the user ID and the item ID
from the corresponding user’s test data, followed by that user’s negative samples. All entries
are separated by spaces, maintaining the same train-test split structure.
The input files of SASRec and BERT4Rec follow the same format requirements, each line
containing a user ID and an item ID, separated by a space.
The instruction-tuning for BIGRec consists of instruction input and a corresponding instruction
output. The instruction input includes both the instruction itself and input shown as Table
1. As a result, the input files are in JSON format, containing the fields: instruction, input,
and output as required. For the instruction part, it demonstrates the task prompt as ”Given a
list of movies/video games/beauty products the user has watched/played/used before, please
recommend a new movie/video game/beauty product that the user likes to the user.” The input
part contains ten items the user has previously interacted with, while the output part specifies
the target item to be recommended. All the interactions are sorted by the timestamp globally
and the training, validation, and testing sets are split in a ratio 8:1:1 based on the chronological
order. Considering BIGRec is based on LLMs and the constraints of computational cost and
time cost, the validation and testing sets are each limited to 5000 samples. If the original
split contains more than 5000 samples, 5000 are randomly sampled with the fixed seed 42.
Otherwise, the full set is retained without modification.
LETTER emphasis on effective item tokenization and then is instantiated on generative rec-
ommendation model TIGER. The input files for item tokenization component contain the
interaction file and item file, both in JSON format. The item file includes the semantic infor-
mation, such as the title and the description of items, depending on specific datasets. This in-
formation is used to generate the item semantic embeddings using the base model LLaMA-7B.
The interaction file includes the user’s historical interactions. In addition, the 32-dimensional
item embeddings generated by SASRec are also obtained to incorporate collaborative filtering
information. Combining all the information, item tokenization is performed using the 4-level
codebooks to generate the final index file in JSON format, which then serves as the input to
TIGER.

5.2 Data consistency and evaluation protocol

Our research aims to conduct the comprehensive analysis and comparisons among five recom-
mendation models. To ensure fairness of comparisons and data consistency, standardized data
preprocessing and a unified protocol are essential.
As a result, we establish a standardized workflow based on the training strategy and full
ranking evaluation approach of BIGRec, which incorporates the specific input requirements of
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each model.
In the original implementation of NCF, SASRec, BERT4Rec, and LETTER, the leave-one-
out strategy is used. The user’s last interaction is served as the target item, and the second
most recent for validation. The remaining interactions are used for training. The splitting is
performed without global timestamp sorting, only relying on each user’s local chronological
order. This may lead to inconsistency in temporal context across all users, where interaction
from different time periods are mixed in training, validation, and testing. And the candidate
set is formed by randomly sampling a number of items that the user has not interacted
with. The ground truth item is then ranked among these sampled items to evaluate the
model’s performance. This doesn’t align with real-world application scenarios and could lead
to information leakage.
Rather than leave-one-out strategy and negative sampling, we adopt full ranking strategy to
evaluate the performance of all models. For each dataset, we sort all interactions globally by
timestamp and split the training, validation, and testing sets with 8:1:1 ratio. Missing data,
referring to cases where users have insufficient interactions, are filtered out during the process.
For example, some users may appear in only one or two parts of training, validation, or testing
sets, rather than having interactions in all three sets. For each dataset, the scale of training,
validation, and test sets is shown as Table 11. To ensure fairness of comparison and to take
the resource limitations of LLMs-based recommendation systems, we apply the same sampling
strategy for testing set for all models. If the original split contains more than 5000 samples,
5000 are randomly sampled with the fixed seed 42.

Table 11: Scale of interactions in training, validation, and test sets for each dataset

Dataset Interactions Training Validation Testing

MovieLens 1M 1,000,209 800,167 100,021 100,021
Amazon 2018 LuxuryBeauty 34,278 27,422 3,428 3,428
Amazon 2018 VideoGame 497,577 398,601 49,488 49,488
Amazon 2014 Beauty 198,502 158,802 19,850 19,850

For each test user, the target item is ranked against all other items the user has not interacted
with. This approach provides a comprehensive assessment of the ranking ability of each model.
As a result, the candidate sets is all the items the user has not interacted with. The user
may have several target items in the test set. During evaluation, each target item is ranked
separately against the candidate set.

Table 12: Candidate set sizes used before switching to full ranking for each model

Model Splitting Strategy Candidate Set Size
NCF Leave-one-out 100
SASRec Leave-one-out 101
BERT4Rec Leave-one-out 101
BIGRec 8:1:1 full ranking
LETTER Leave-one-out beam search

To evaluate the performance of the recommendation models, especially their ranking ability,
we use the widely-used top-K ranking metrics: Hit Ratio (HR@K) and Normalized Discounted
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Cumulative Gain (NDCG@k). HR@K, defined as Equation 41, measures whether the target
item is in the top-K recommended items. The final value of HR@K is averaged over each test
item of all users in the testing set. A higher value indicates the model has better capacity of
retrieving relevant items within the top-K list.

HR@K =

{
1, if the target item is in the top-K list

0, otherwise
(41)

NDCG@K, as defined in Equation 43, is the normalized DCG by ideal DCG(IDCG) as a refer-
ence. IDCG represents the ideally ranked list.

DCG@K = r1 +

|K|∑
i=2

ri
log2(i+ 1)

(42)

NDCG@K =
DCG(K)

IDCG
(43)

DCG@K is defined as Equation 42, where ri denotes the relevance of the item at position
i. Unlike HR@K only check whether the target item is retrieved, NDCG@K also considers its
position in the ranked list. This makes it a more comprehensive evaluation of ranking quality.
A higher NDCG@K value indicates that the target item is ranked closer to the top of the list,
reflecting better model ranking performance.

6 Results and analysis

This section provides an analysis of the experimental results of five recommendation models –
NCF, SASRec, BERT4Rec, BIGRec, LETTER – across four datasets, MovieLens 1M, Amazon
2018 Video Games, Amazon 2018 Luxury Beauty, Amazon 2014 Beauty.
Section 6.1 starts with the analysis of performance of five models on the relatively neutral
dataset, Amazon 2018 Video Games. Inspired with this case study, we also conduct the case
study of performance of LETTER, BERT4Rec, SASRec, and NCF across four datasets. Based
on the features of these models, we analyze the potential reasons why the model exhibits
different performance across different datasets.
Section 6.2 shift the focus to the comparative analysis among sequential recommendation sys-
tems. We start with the case study of BIGRec, analyzing its performance across four datasets.
Based on these observations, we then introduce comparison between BIGRec and BERT4Rec
and comparison between BIGRec and LETTER. Moreover, we find that LETTER and SASRec
show consistent performance patterns across datasets. Based on it, we discuss the potential
influence of collaborative filtering embedding from SASRec to LETTER.

6.1 Overall performance of five recommendation models across
four datasets

The overall performance of five recommendation models, including NCF, SASRec, BERT4Rec,
BIGRec, and LETTER, is summarized in Table 13 and 14. Table 13 report the Hit Rate (HR)
and Table 14 report the Normalized Discounted Cumulative Gain (NDCG), evaluated at cut-off
values K=1, 3, 5, 10, and 20. The best result for each metric of each model on each dataset
is highlighted in bold.
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In this part, we analyze and discuss the performance of these five recommendation models
across four datasets. The analysis focuses on how each model performs under varying data
characteristics and domains, providing insights into their generalization and effectiveness in
different recommendation scenarios.

Table 13: HR performance of NCF, SASRec, BERT4Rec, BIGRec, and LETTER on
four datasets: MovieLens 1M, Amazon 2018 Video Games, Amazon 2018 Luxury Beauty,
Amazon 2014 Beauty (k = 1, 3, 5, 10, 20).

Dataset Model @1 @3 @5 @10 @20

MovieLens 1M

NCF 0.0094 0.0206 0.0302 0.0498 0.0830
SASRec 0.0020 0.0195 0.0223 0.0349 0.0885
BERT4Rec 0.0136 0.0288 0.0449 0.0796 0.1338
BIGRec 0.0014 0.0026 0.0036 0.0044 0.0066
LETTER 0.0061 0.0267 0.0424 0.0741 0.1238

Amazon 2018 Video Games

NCF 0.0017 0.0060 0.0145 0.0280 0.0517
SASRec 0.0072 0.0120 0.0160 0.0266 0.0424
BERT4Rec 0.0131 0.0317 0.0468 0.0695 0.1052
BIGRec 0.0142 0.0230 0.0270 0.0334 0.0454
LETTER 0.0039 0.0049 0.0088 0.0176 0.0313

Amazon 2018 Luxury Beauty

NCF 0.0020 0.0195 0.0223 0.0349 0.0885
SASRec 0.0146 0.0249 0.0370 0.0580 0.0832
BERT4Rec 0.0012 0.0070 0.0099 0.0228 0.0380
BIGRec 0.1239 0.1413 0.1432 0.1490 0.1665
LETTER 0.1874 0.3411 0.3602 0.3809 0.3964

Amazon 2014 Beauty

NCF 0.0055 0.0131 0.0188 0.0278 0.0372
SASRec 0.0034 0.0096 0.0155 0.0261 0.0413
BERT4Rec 0.0027 0.0067 0.0101 0.0150 0.0227
BIGRec 0.0036 0.0068 0.0090 0.0144 0.0234
LETTER 0.0020 0.0088 0.0147 0.0254 0.0342

6.1.1 Case study: performance of recommendation models on Amazon 2018
Video Games dataset

On the Amazon 2018 Video Games dataset, BIGRec achieves the best performance with an
HR@1 0f 0.0142, slightly outperforming BERT4Rec, HR@1 of 0.0131. As the relevance is
binary in all five models, according to Equation 43,when k is set to 1,

NDCG@1 =
DCG@1

IDCG@1
where DCG@1 =

r1
log2(1 + 1)

= r1

In this situation, the values of HR and NDCG are the same. This suggests that, for this
dataset, both models are strong at placing the ground truth item at the very top of the ranked
recommendation list.
NCF performs worst on Amazon 2018 Video Games with an HR@1 of 0.0017. Meanwhile,
according to Figure 7b, NCF consistently yields the lowest NDCG scores across all values
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(a) HR@K of NCF, SASRec, BERT4Rec,
BIGRec, and LETTER on Amazon 2018
Video Games

(b) NDCG@K of NCF, SASRec,
BERT4Rec, BIGRec, and LETTER
on Amazon 2018 Video Games

(c) Gain ratio (HR@20/HR@1) of NCF,
SASRec, BERT4Rec, BIGRec, and LET-
TER on Amazon 2018 Video Games

(d) Gain ratio (NDCG@20/NDCG@1) of
NCF, SASRec, BERT4Rec, BIGRec, and
LETTER on Amazon 2018 Video Games

Figure 7: HR@K (K=1, 3, 5, 10, 20), NDCG@K (K=1, 3, 5, 10, 20), gain ratio
(HR@20/HR@1), and gain ratio (NDCG@20/NDCG@1) of NCF, SASRec, BERT4Rec,
BIGRec, and LETTER on Amazon 2018 Video Games

33



Table 14: NDCG performance of NCF, SASRec, BERT4Rec, BIGRec, and LETTER on
four datasets: MovieLens 1M, Amazon 2018 Video Games, Amazon 2018 Luxury Beauty,
Amazon 2014 Beauty (k = 1, 3, 5, 10, 20).

Dataset Model @1 @3 @5 @10 @20

MovieLens 1M

NCF 0.0094 0.0158 0.0198 0.0260 0.0343
SASRec 0.0020 0.0125 0.0137 0.0176 0.0307
BERT4Rec 0.0136 0.0224 0.0290 0.0404 0.0539
BIGRec 0.0014 0.0021 0.0025 0.0028 0.0033
LETTER 0.0061 0.0252 0.0410 0.0618 0.0869

Amazon 2018 Video Games

NCF 0.0017 0.0040 0.0076 0.0118 0.0178
SASRec 0.0072 0.0100 0.0118 0.0151 0.0191
BERT4Rec 0.0131 0.0236 0.0298 0.0371 0.0460
BIGRec 0.0142 0.0193 0.0210 0.0231 0.0261
LETTER 0.0039 0.0042 0.0075 0.0154 0.0226

Amazon 2018 Luxury Beauty

NCF 0.0020 0.0125 0.0136 0.0176 0.0307
SASRec 0.0146 0.0204 0.0254 0.0322 0.0385
BERT4Rec 0.0012 0.0044 0.0056 0.0097 0.0136
BIGRec 0.1239 0.1342 0.1351 0.1370 0.1413
LETTER 0.1874 0.2258 0.2474 0.2767 0.3067

Amazon 2014 Beauty

NCF 0.0055 0.0099 0.0122 0.0151 0.0175
SASRec 0.0034 0.0070 0.0095 0.0129 0.0167
BERT4Rec 0.0027 0.0049 0.0064 0.0080 0.0099
BIGRec 0.0036 0.0055 0.0064 0.0081 0.0104
LETTER 0.0020 0.0085 0.0132 0.0205 0.0255

among the five models, indicating comparatively worse ranking performance on Amazon 2018
Video Games. The gain ratio of NCF are shown in Figure 7c and 7d. These figures clearly
demonstrate the growth of all five models on Amazon 2018 Video Games dataset from K=1
to K=20, in terms of both HR and NDCG metrics. It can be observed that NCF exhibits the
largest growth, but still falls behind others in overall performance trends.
A potential reason for this under-performance is that NCF is fundamentally a collaborative
filtering method based on implicit feedback. It models user preferences based solely on observed
interactions, without leveraging the temporal order or detailed patterns in users’ historical
actions. However, in the video games domain, the next game a user engages with is often
influenced by the most recently played. Since NCF lacks the ability to model such sequential
context, it’s unable to effectively model this pattern.
LETTER also exhibits subpar performance for this dataset. At K=1, it slightly outperforms
NCF, which is reasonable given that LETTER is designed for sequential recommendation.
However, as K increases to 3,5,10, and 20, LETTER consistently yields the lowest HR scores
among all five models. It indicates that the limited effectiveness of LETTER in modeling
long-term user preferences. One potential reason for LETTER’s subpar performance lies in the
generation of the item tokenization file in JSON format. As described in sub-section 5.1, this
process requires an input item file containing item-specific information.
For Amazon 2018 datasets, both Video Games category and Luxury Beauty category, the item
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representation is constructed using the title and description fields extracted from the meta file.
However, the title and description fields has substantial difference in the quality and quantity
of these fields across the two categories, particularly in the description field. In the Luxury
Beauty category, descriptions tend to be detailed and informative, while in the Video Games
category, many descriptions are either missing or very brief. This difference in textual richness
may explain the weaker performance of LETTER in the Video Games domain. In the case of
MovieLens 1M dataset, it is build using the title and genres fields.

(a) HR@K of LETTER across MovieLens
1M, Amazon 2018 Video Games, Amazon
2018 Luxury Beauty, and Amazon 2014
Beauty

(b) NDCG@K of LETTER across Movie-
Lens 1M, Amazon 2018 Video Games,
Amazon 2018 Luxury Beauty, and Amazon
2014 Beauty

Figure 8: HR@K (K=1, 3, 5, 10, 20) and NDCG@K (K=1, 3, 5, 10, 20) of LETTER on
MovieLens 1M, Amazon 2018 Video Games, Amazon 2018 Luxury Beauty, and Amazon
2014 Beauty

6.1.2 Case study: performance of LETTER across datasets

The performance of LETTER across four datasets is demonstrated as Figure 8. The perfor-
mance of LETTER on the Amazon 2018 Luxury Beauty category is clearly superior to that
on Amazon 2018 Video Games, Amazon 2014 Beauty, and MovieLens 1M. This is probably
because for LETTER, the quality of the item tokenization directly affects model’s performance.
Except for the richer textual information mentioned in Section 6.1.1, the interaction file in
JSON format is also very important when generating the index files. As a result, the frequency
and distribution of interactions may affect which items are included or emphasized during the
process, potentially impacting the effectiveness of model.
According to Table 5, the density of MovieLens 1M is 4.27%. As Table 6 describes the density
of Amazon Review dataset, it is calculated with the total number of products in meta files.
The actual density calculated using only the interacted items is about 0.5689% for Amazon
2018 Luxury Beauty category, 0.0734% for Amazon 2014 Beauty category, and 0.0518% for
Amazon 2018 Video Games category, shown as Table 7.
This reveals a clear comparison: in terms of interaction density, MovieLens 1M is the dens-
est among the four datasets, followed by Amazon 2018 Luxury Beauty, while Amazon 2014
Beauty and Amazon 2018 Video Games remain the sparsest. Amazon 2018 Luxury Beauty and
MovieLens 1M are almost ten times and one hundred denser than Amazon 2014 Beauty and
Amazon 2018 Video Games.
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(a) HR@K of BERT4Rec across MovieLens
1M, Amazon 2018 Video Games, Amazon
2018 Luxury Beauty, and Amazon 2014
Beauty

(b) NDCG@K of BERT4Rec across Movie-
Lens 1M, Amazon 2018 Video Games,
Amazon 2018 Luxury Beauty, and Amazon
2014 Beauty

Figure 9: HR@K (K=1, 3, 5, 10, 20) and NDCG@K (K=1, 3, 5, 10, 20) of BERT4Rec
across MovieLens 1M, Amazon 2018 Video Games, Amazon 2018 Luxury Beauty, and
Amazon 2014 Beauty

This large gap in density helps explain why LETTER performs substantially better on Amazon
2018 Luxury Beauty and MovieLens 1M than that on Amazon 2018 Video Games and Amazon
2014 Beauty. Likewise, the closeness in density between Amazon 2018 Video Games and
Amazon 2014 Beauty accounts for their nearly aligned performance curves shown on Figure 8.
Compared with Amazon 2018 Luxury Beauty dataset, Amazon 2018 Video Games contains
much less textual information, specifically in the item description field. Among the four
datasets, it is also the most sparse in terms of user-item interactions. Furthermore, unlike
MovieLens 1M, the Amazon 2018 Video Games doesn’t benefit from a high number of inter-
actions per user or per item. These limitations, in both textual richness and interaction density,
collectively help explain why LETTER performs the worst on the Amazon 2018 Video Games.

6.1.3 Case study: performance of BERT4Rec across datasets

Figure 9 clearly demonstrates the performance of BERT4Rec across the four datasets. BERT4Rec
achieves the best performance on MovieLens 1M, followed by Amazon 2018 Video Games, and
the lowest performance is observed on Amazon 2018 Luxury Beauty and Amazon 2014 Beauty.
Table 5 and 8 show that MovieLens 1M contains 1,000,209 interactions, with about 165.6
interactions per user and 269.89 interactions per item. In comparison, Amazon 2018 Luxury
Beauty, Amazon 2018 Video Games, and Amazon 2014 Beauty datasets have significantly
fewer interactions. Amazon 2018 Video Games contains 497,577 interactions, which is about
half of MovieLens 1M. Amazon 2014 Beauty contains 198,502 interactions, about 1/5 of
MovieLens 1M. Amazon 2018 Luxury Beauty dataset has 34,278 interactions, only 1/29 of
MovieLens 1M.
The average number of interactions per user and per item is also much lower in these three
datasets, shown as Table 9. The average interactions per user and per item in these three
datasets is about one to two orders of magnitude lower than MovieLens 1M. The number of
interactions could influence the input sequence length. If the user has fewer interactions than
the input sequence length, then the model would do the padding.
During the training process of BERT4Rec, it randomly masked items to learn how to predict
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masked items based on the surrounding context, using information from both the left and the
right. As a result, when users have fewer interactions like the three Amazon Review dataset, the
number of items available to be masked is correspondingly much less, which limits BERT4Rec’s
capacity to learn from context. This could be the reason that BERT4Rec’s performance on
three Amazon Review datasets is lower, compared with the MovieLens 1M dataset.
Besides, there are other potential factors that result in the difference performance of BERT4Rec
across these four datasets. From Figure 9, it is clear to see that when K ≤ 5, the curves
of MovieLens 1M and Amazon 2018 Video Games are almost overlap, indicating that their
performance is quite similar at lower cutoffs. In particular, at the lower cutoffs, BERT4Rec on
Amazon 2018 Video Games performs slightly better than that on MovieLens 1M. The potential
reason is the difference in the cold-start item ratio between these two datasets.
For Amazon 2018 Video Games, there are only 114 cold-start items, defined as items with
fewer than 5 interactions, among 17,408 interacted items. It results in a cold-start ratio is
approximately 0.65%, shown as Table 9, which means the majority items have been interacted
multiple times.
Compared with Amazon 2018 Video Games, MovieLens 1M exhibit higher cold-start ratios of
7.47%. The cold-start ratio of MovieLens 1M is about 11.49 times higher than that of Amazon
2018 Video Games. This potentially explains why BERT4Rec on Amazon 2018 Video Games
outperforms it on MovieLens 1M at lower cutoffs.
Similarly, in another pair of datasets, Amazon 2018 Luxury Beauty and Amazon 2014 Beauty,
this pattern is also been seen. These two datasets have very similar overall performance. And
Amazon 2014 Beauty has zero cold-start item, with a cold-start ratio 0. While Amazon 2018
Luxury Beauty contains 143 cold-start items, with a cold-start item ratio of about 9.04%.
In the lower cutoffs, K ≤ 5, Amazon 2014 Beauty shows slightly better performance than
Amazon 2018 Luxury Beauty.
Both cases suggests the impact of cold-start item ratio on performance of BERT4Rec at lower
cutoffs, but there is other factors we need to take into consideration. Starting from K = 10,
MovieLens begins to show a noticeable advantage over Amazon 2018 Video Games, suggesting
that its superior performance becomes obvious as the recommendation list gets longer.
One possible reason for this is the difference in the proportion of popular items, defined as
items with more than 50 interactions.
Shown as Table 8, popular items account for 64.74% of all interactions, whereas in Amazon
2018 Video Games, the number is 12.97%. It indicates that MovieLens 1M has much more
interactions on a small set popular items, approximately 5.41 times that of Amazon 2018
Video Games. For Amazon 2018 Luxury Beauty, the popular item ratio is 4.11%, which is far
lower that other two datasets. In fact, popular item ratio of Amazon 2018 Luxury Beauty is
nearly 16 times lower than MovieLens 1M, and more than three times lower than Amazon
2018 Video Games.
When K ≤ 5, the top items in both MovieLens 1M and Amazon 2018 Video Games datasets
can be easily covered by their respective sets of popular items, which could lead to the similar
performance at lower cutoffs. However, as K increases to 10, the difference in the popular item
sets starts to make difference.
For the Amazon 2018 Video Games, the popular item set consists of approximately 12.97%. As
the model tries to recommend more items, the model may need to explore less popular items
or long-tail items, which are generally harder to predict accurately. In contrast, MovieLens
1M has a much larger popular item set, approximately 64.74% of interactions. There are
2514 popular items from only 3,883 items. This remains sufficient to support high-quality
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(a) HR@K of SASRec across MovieLens
1M, Amazon 2018 Video Games, Amazon
2018 Luxury Beauty, and Amazon 2014
Beauty

(b) NDCG@K of SASRec across MovieLens
1M, Amazon 2018 Video Games, Amazon
2018 Luxury Beauty, and Amazon 2014
Beauty

Figure 10: HR@K (K=1, 3, 5, 10, 20) and NDCG@K (K=1, 3, 5, 10, 20) of SASRec across
MovieLens 1M, Amazon 2018 Video Games, Amazon 2018 Luxury Beauty, and Amazon
2014 Beauty

recommendations even at higher cut-offs. In terms of both the number of popular items and
the proportion relative to the total items, MovieLens 1M holds a clear advantage over Video
Games, especially in terms of proportion. It allows BERT4Rec to remain strong performance
on MovieLens 1M.
Overall, MovieLens 1M has much more popular items, a higher average interactions, and it
maintains strong performance throughout. This is specifically evident when K is large, where
the high proportion of popular items gives it a clear advantage. Amazon 2018 Video Games
has a lower popular item ratio and moderate interaction counts. However, it contains very few
cold-start items, which helps BERT4Rec perform well when K is small. AS K increases, the
limited set of popular items makes the performance falls behind the performance on MovieLens
1M. Luxury Beauty, on the other hand, performs the worst for BERT4Rec. It doesn’t have
sufficient interactions, limiting the capacity of BERT4Rec to learn how to predict the masked
items based on the surrounding context from the very start. In addition, it has more cold-start
items and lower proportion of popular items, which also leads to the poor performance of
BERT4Rec on it.

6.1.4 Case study: performance of SASRec across datasets

On the SASRec, Amazon 2018 Luxury Beauty demonstrates a clear advantage, shown as
Figure 10. It achieves the highest performance starting from K=1 and remains consistently
ahead, with a smooth and steady upward curve.
At K=1, Amazon 2018 Video Games dataset scores 0.0072 and Amazon Beauty 2014 scores
0.0034, clearly outperforming MovieLens 1M with 0.0020. But then their performance falls
behind and remains the lowest across all subsequent K values, showing slow and nearly linear
growth. Shown as Table 9 and Table 8, the cold-item ratio 0.65% of Amazon 2018 Video
Games and 0.00% of Amazon 2014 Beauty datasets are much lower than 7.47% of MovieLens
1M. This may account for better performance of SASRec on both Amazon 2018 Video Games
and Amazon 2014 Beauty than that on MovieLens 1M at K=1.
However, the density of Amazon 2018 Video Games and Amazon 2014 Beauty is only approx-
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(a) HR@K gain ratio of SASRec on Movie-
Lens 1M and Amazon 2018 Luxury Beauty

(b) NDCG@K gain ratio of SASRec on
MovieLens 1M and Amazon 2018 Luxury
Beauty

Figure 11: Gain ratio (HR@1/HR@10, HR@10/HR@20, HR@1/HR@20,
NDCG@1/NDCG@10, NDCG@10/NDCG@20, NDCG@1/NDCG@20) of SASRec
on MovieLens 1M and Amazon 2018 Luxury Beauty

imately 0.0518% and 7.34%, respectively. These two are the sparsest datasets. Besides, for
Amazon 2018 Luxury Beauty, it only contains 12,308 items in the meta file, which leads to a
much smaller vocab. And MovieLens 1M only contains 3,883 items. On contrast, the size of
Amazon 2018 Video Games vocab is 84,893, almost 7 times larger than Amazon 2018 Luxury
Beauty and almost 22 times larger than MovieLens 1M. The size of Amazon 2014 Beauty
vocab is 259,204, approximately 21 times larger than Amazon 2018 Luxury Beauty and nearly
67 times larger than MovieLens 1M.
SASRec’s poorest performance on the Amazon 2018 Video Games and Amazon 2014 Beauty
could be mostly explained by the combination of severe sparsity and scale.
For MovieLens 1M, it starts with the lowest performance at K=1, but has the steepest increase
in HR as K approaches 20. At K=20, HR@20 of MovieLens 1M surpasses that of Amazon 2018
Luxury Beauty, although its NDCG@20 remains slightly lower. SASRec applies self-attention
mechanism to predict the next item based on users’ historical actions. For dense datasets, it
tends to capture long-range dependencies, while it put more emphasis on recent user behaviors
for sparse datasets.
Amazon 2018 Luxury Beauty and MovieLens 1M datasets are relatively dense, with densities
of approximately 0.5689% and approximately 4.27%, respectively. MovieLens 1M is noticeably
denser than Amazon 2018 Luxury Beauty, but the performance of Amazon 2018 Luxury Beauty
is better, which is possibly because the order of data in MovieLens 1M can’t accurately reflect
the order of the sequence of user’s behaviors.
Users in Amazon 2018 Luxury Beauty have 9 interactions in average, while in MovieLens 1M
users have approximately 165.9 interactions in average. Even more interactions could be an
advantage in some cases, long sequences could also induce noise, eventually leading to worse
Hit Ratio for SASRec on MovieLens 1M in low cutoffs.
When cutoff is high, like at K=20, the performance of SASRec on MovieLens 1M is better
than that on Amazon 2018 Luxury Beauty. The popular item ratio in Amazon 2018 Luxury
Beauty is only approximately 4.11%, while that in MovieLens 1M is 64.74%.
As K increases, for Amazon 2018 Luxury Beauty, SASRec needs to explore more long-tail
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items. But for MovieLens 1M, it has much more popular items, and all the items have at least
20 interactions. It means that even SASRec needs to explore long-tail items, predictions on
MovieLens 1M are consequently easier and more accurate.
As a result, the performance gain from K=10 to K=20 is much larger for Movielens than that
for Amazon 2018 Luxury Beauty. The gain ratio for SASRec on Amazon 2018 Luxury Beauty
and MovieLens 1M datasets are shown in in Figure 11. It demonstrates the gain ratio from
K=1 to K=10, from K=10 to K=20, and from K=1 to K=20.

6.1.5 Case study: performance of NCF across datasets

(a) HR@K of NCF across MovieLens 1M,
Amazon 2018 Video Games, Amazon 2018
Luxury Beauty, and Amazon 2014 Beauty

(b) NDCG@K of NCF across MovieLens
1M, Amazon 2018 Video Games, Amazon
2018 Luxury Beauty, and Amazon 2014
Beauty

Figure 12: HR@K (1, 3, 5, 10, 20) and NDCG@K (1, 3, 5, 10, 20) of NCF across MovieLens
1M, Amazon 2018 Video Games, Amazon 2018 Luxury Beauty, and Amazon 2014 Beauty

For NCF, at K=1, MovieLens 1M outperforms by a large margin, while the Amazon 2018 Video
Games and Amazon 2018 Luxury Beauty score worst. Overall, MovieLens 1M maintains its top
performance until around K=20, where HR@K score of Amazon 2018 Luxury Beauty surpasses
it. However, NDCG@K scores show that MovieLens 1M holds an advantage throughout. For
the overall trend, Amazon 2018 Video Games and Amazon 2014 Beauty datasets perform the
worst consistently across the four datasets on NCF.
NCF focuses on collaborative filtering based on the implicit feedback. The core mechanism
of NCF is to use deep neural networks to model latent features of users and items. It learns
from the interactions. As a result, the quality and quantity of interactions are the key factors
to determine NCF’s performance across different datasets.
MovieLens 1M dataset stands out clearly from other three Amazon Review datasets when
it comes to interaction patterns. On average, each user and each item in MovieLens 1M
dataset have a substantially higher number of interactions available for learning. In contrast,
Amazon Review datasets show much lower average interactions per user and per item. For
MovieLens 1M, the values of average interactions per user and per item are approximately
165.6 and 268.89 respectively. In comparison, Amazon 2018 Video Games has average of
about 9.01 interactions per user and about 28.58 interactions per item. Amazon 2018 Luxury
Beauty contains only about 8.98 interactions per user and only about 21.68 interactions per
item. Amazon 2014 Beauty includes about 8.88 interactions per user and only about 16.4
interactions per item. This means that, each of the three Amazon Review datasets contains
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only about 5% as many interactions per user and 10% as many interactions per item as
MovieLens 1M.
Besides, all the users in MovieLens 1M have at least 20 interactions, whereas Amazon Review
datasets only guarantee at least 5 interactions of each user. Moreover, there are about 2514
items in MovieLens 1M dataset has at least 50 interactions, accounting for about 64.74% of
all items. Amazon 2018 Video Games, Amazon 2018 Luxury Beauty, and Amazon 2014 Beauty
datasets only have about 12.97%, 4.11%, and 6.13% of items meeting this threshold, which
is roughly 20.03%, 6.35%, and 9.46% of that in MovieLens 1M.

(a) HR@K of NCF, SASRec, BERT4Rec,
BIGRec, and LETTER on Amazon 2018
Luxury Beauty

(b) NDCG@K of NCF, SASRec,
BERT4Rec, BIGRec, and LETTER
on Amazon 2018 Luxury Beauty

(c) Gain ratio (HR@20/HR@1) of NCF,
SASRec, BERT4Rec, BIGRec, and LET-
TER on Amazon 2018 Luxury Beauty

(d) Gain ratio (NDCG@20/NDCG@1) of
NCF, SASRec, BERT4Rec, BIGRec, and
LETTER on Amazon 2018 Luxury Beauty

Figure 13: HR@K (K=1, 3, 5, 10, 20), NDCG@K (K=1, 3, 5, 10, 20), gain ratio
(HR@20/HR@1), and gain ratio (NDCG@20/NDCG@1) of NCF, SASRec, BERT4Rec,
BIGRec, and LETTER on Amazon 2018 Luxury Beauty
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Table 15: HR and NDCG performance of sequential models on datasets: MovieLens 1M,
Amazon 2018 Video Games, Amazon 2018 Luxury Beauty, Amazon 2014 Beauty (k = 1,
10, 20)

Dataset Model HR@ k NDCG@ k

1 10 20 1 10 20

MovieLens 1M SASRec 0.0020 0.0349 0.0885 0.0020 0.0176 0.0307
BERT4Rec 0.0136 0.0796 0.1338 0.0136 0.0404 0.0539
BIGRec 0.0014 0.0044 0.0066 0.0014 0.0028 0.0033
LETTER 0.0061 0.0741 0.1238 0.0061 0.0618 0.0869

Amazon 2018
Video Games

SASRec 0.0072 0.0266 0.0424 0.0072 0.0151 0.0191

BERT4Rec 0.0131 0.0695 0.1052 0.0131 0.0371 0.0460
BIGRec 0.0142 0.0334 0.0454 0.0142 0.0231 0.0261
LETTER 0.0039 0.0176 0.0313 0.0039 0.0154 0.0226

Amazon 2018
Luxury Beauty

SASRec 0.0146 0.0580 0.0832 0.0146 0.0322 0.0385

BERT4Rec 0.0012 0.0228 0.0380 0.0012 0.0097 0.0136
BIGRec 0.1239 0.1490 0.1665 0.1239 0.1370 0.1413
LETTER 0.1874 0.3809 0.3964 0.1874 0.2767 0.3067

Amazon 2014
Beauty

SASRec 0.0034 0.0261 0.0413 0.0034 0.0129 0.0167

BERT4Rec 0.0027 0.0150 0.0227 0.0027 0.0080 0.0099
BIGRec 0.0036 0.0144 0.0234 0.0036 0.0081 0.0104
LETTER 0.0020 0.0254 0.0342 0.0020 0.0205 0.0255

6.2 Performance of traditional and LLMs-based recommenda-
tion model for sequential recommendation tasks across four
datasets

The performance of the sequential recommendation settings of both traditional and LLMs-
based recommendation models, SASRec, BERT4Rec, BIGRec, and LETTER which is instan-
tiated on TIGER, is summarized in Table 15. It reports the Hit Rate (HR) and the Normalized
Discounted Cumulative Gain (NDCG), evaluated at cut-off values K=1, 10, and 20. The best
result for each metric of each model on each dataset is highlighted in bold.

6.2.1 Case study: in-depth analysis and comparative evaluation of BIGRec

Figure 14 clearly shows that BIGRec performs much better on Amazon 2018 Luxury Beauty,
compared with Amazon 2018 Video Games, Amazon 2014 Beauty and MovieLens 1M datasets.
Starting at K=1, the HR@1 for BIGRec on Amazon 2018 Luxury Beauty is about 0.1239, which
is roughly 7.73 times higher than 0.0142 it achieves on Amazon 2018 Video Games and nearly
35 times higher than 0.0036 it achieves on Amazon 2014 Beauty. Meanwhile, HR@1 of BIGRec
on MovieLens 1M is only 0.0014. It is also worth noting that although BIGRec does not do as
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(a) HR@K of BIGRec across MovieLens
1M, Amazon 2018 Video Games, Amazon
2018 Luxury Beauty, and Amazon 2014
Beauty

(b) NDCG@K of BIGRec across MovieLens
1M, Amazon 2018 Video Games, Amazon
2018 Luxury Beauty, and Amazon 2014
Beauty

Figure 14: HR@K (K=1, 3, 5, 10, 20), and NDCG@K (K=1, 3, 5, 10, 20) of BIGRec across
MovieLens 1M, Amazon 2018 Video Games, Amazon 2018 Luxury Beauty, and Amazon
2014 Beauty

(a) HR@K absolute gain of BIGRec
across MovieLens 1M, Amazon 2018 Video
Games, Amazon 2018 Luxury Beauty

(b) NDCG@K absolute gain of BIGRec
across MovieLens 1M, Amazon 2018 Video
Games, Amazon 2018 Luxury Beauty

Figure 15: HR@K and NDCG@K absolute gain (K=1 to K=20, K=10 to K=20, K=1
to K=10) of BIGRec across MovieLens 1M, Amazon 2018 Video Games, Amazon 2018
Luxury Beauty

well on Amazon 2018 Video Games and Amazon Beauty as it does on Amazon 2018 Luxury
Beauty, they have a similar trend. The curves steadily improve as K increases. However, BIGRec
on MovieLens 1M not only starts off with the poorest performance but also shows almost no
growth as K increases. The absolute gain of BIGRec across the three datasets of K = 1 to K
= 10, K = 10 to K = 20, and K = 1 to K = 20 is clearly illustrated in Figure 15.
One possible reason for BIGRec’s poor performance on MovieLens 1M is that ratings in this
dataset may not accurately reflect the users’ actual viewing order. Even though MovieLens
1M has a relatively high density, reaching about 4.27%. It is also with a substantial average
number of interactions per user and per item and each item has at least 20 interactions.
The cold-start item ratio, about 7.47%, is also moderate. This dataset differs from the other
three Amazon Review datasets in one key aspect. Specifically, users often rate multiple scores
at once in some particular cases. Unlike shopping platforms, some applications and websites
are specifically designed for rating content, for movies, music, or books. In this situation, the
rating order doesn’t necessarily correspond to the users’ actual viewing sequence. This lack of
chronological order may introduce noise rather than useful information, potentially influencing
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the sequential recommendation model’s performance.

Comparative study: BIGRec and BERT4Rec Another observation that supports
this explanation comes from the training process of BIGRec. While the training loss keeps
decreasing steadily, the evaluation loss remains stuck around a certain value. This phenomenon
persists even after tuning hyper-parameters, which implies the presence of noise in the data.
The noteworthy point is that, even though MovieLens 1M performs poorly on most sequential
recommendation models, it achieves its best performance on BERT4Rec, which is also designed
for sequential recommendation tasks. The performance of MovieLens 1M across these four
sequential recommendation paradigms is shown in Figure 16a and 16b.

(a) HR@K of NCF, SASRec, BERT4Rec,
BIGRec, and LETTER on MovieLens 1M

(b) NDCG@K of NCF, SASRec,
BERT4Rec, BIGRec, and LETTER
on MovieLens 1M

(c) Gain ratio (HR@20/HR@1) of NCF,
SASRec, BERT4Rec, BIGRec, and LET-
TER on MovieLens 1M

(d) Gain ratio (NDCG@20/NDCG@1) of
NCF, SASRec, BERT4Rec, BIGRec, and
LETTER on MovieLens 1M

Figure 16: HR@K (K=1, 3, 5, 10, 20), NDCG@K (K=1, 3, 5, 10, 20), gain ratio
(HR@20/HR@1), and gain ratio (NDCG@20/NDCG@1) of NCF, SASRec, BERT4Rec,
BIGRec, and LETTER on MovieLens 1M

The poor performance of MovieLens 1M on other sequential recommendation paradigms is
highly likely due to its insufficient capacity to accurately reflect the actual sequence of users’
real-life actions. Interestingly, this limitation may explain why it performs so well on BERT4Rec.
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The features of BERT4Rec effectively address this specific issue of MovieLens 1M, while still
preserving other important statistical properties.
The core mechanism of BERT4Rec is to randomly mask some items within the sequence
and learn to predict the ids of masked items based on the context from both directions, left
and right. This bidirectional learning is the most unique feature of BERT4Rec. In contrast,
other sequential recommendation models, like SASRec, can only learn from the left side. This
distinction is crucial as it determines whether the model can effectively address or inadvertently
reinforce the limitation of MovieLens 1M.
Unlike MovieLens 1M, of which the performance differs significantly between BIGRec and
BERT4Rec, the Amazon Video Games consistently reflects the actual users’ behaviors se-
quence. This is likely because Amazon 2018 Video Games originates from the shopping plat-
form, where the users’ actions generally follow the true chronological order reflected in the
review timestamps.

(a) Absolute HR@K gap between BIGRec
and BERT4Rec on MovieLens 1M and
Amazon 2018 Video Games

(b) Absolute NDCG@K gap between BI-
GRec and BERT4Rec on MovieLens 1M
and Amazon 2018 Video Games

Figure 17: Absolute HR@K (K=1, 3, 5, 10, 20) gap and NDCG@K (K=1, 3, 5, 10, 20)
gap between BIGRec and BERT4Rec on MovieLens 1M and Amazon 2018 Video Games

Comparative study: BIGRec and LETTER In contrast to MovieLens 1M, other
three datasets are from Amazon, which is the shopping website. On such shopping platforms,
users’ review tend to align more closely with the actual chronological order of their purchases.
As shown clearly in Figure 15, the scores for all three datasets from Amazon increase steadily
as K grows.
BIGRec’s strong performance on Amazon 2018 Luxury Beauty is evident since K=1 and con-
tinues consistently throughout. Both the popular item ratio and cold-start item ratio of these
three datasets have some impact. But the primary factor is likely the difference in density.
Amazon 2018 Luxury Beauty has a density of 0.57%, compared to 0.05% of Amazon 2018
Video Games and 0.07% of Amazon 2014 Beauty, showing a ten-fold and eight-fold difference.
This high density helps explain the clear advantage of Amazon 2018 Luxury Beauty on BIGRec.
However, the performance of BIGRec on Amazon 2018 Video Games and on Amazon 2014
Beauty show clear difference, shown as Figure 14. Even they have similar density and interaction
patterns, with both an average of about 9 interactions per user.
The potential reason is that, in Amazon 2014 Beauty, the titles are more complex and difficult
to distinguish from one another. The items in Amazon 2014 Beauty are beauty products.
Compared with the titles from video games products, the titles from beauty products are way

45



(a) HR@K absolute difference between
Amazon 2018 Video Games and Amazon
2014 Beauty on BIGRec and LETTER

(b) NDCG@K absolute difference between
Amazon 2018 Video Games and Amazon
2014 Beauty on BIGRec and LETTER

Figure 18: HR@K (K=1, 3, 5, 10, 20) and NDCG@K (K=1, 3, 5, 10, 20) absolute difference
between Amazon 2018 Video Games and Amazon 2014 Beauty on BIGRec and LETTER

more complicated, often including various attributes. It is very common that they mention the
ingredients used, such as Vitamin C, retinol, or various plant extracts. The titles also highlight
the intended benefits, such as whitening or moisturizing. In addition, they specify the product
type. They also need to specifically ends with the volume.
Embedding match is the core evaluation mechanism in BIGRec. It is based on the similarity
score between the prediction embedding and the item embedding to rank. When titles include
a series of similar attributes, it induces much noise. These long and similar titles are very likely
to be mapped to very close points in vector space.
Another observation that supports this explanation is the performance of LETTER on Amazon
2018 Video Games and Amazon 2014 Beauty, shown as Figure 8. Rather than embedding
match, LETTER resorts to item tokenization, a sequence of identifiers. Even the same beauty
product with different volumes, they could have different token id. For this reason, unlike
BIGRec, the performance of LETTER on on Amazon 2018 Video Games and Amazon 2014
Beauty have close performance curve. The performance differences between Amazon 2018
Video Games and Amazon 2014 Beauty on BIGRec and LETTER are shown as Figure 18.

6.2.2 Case study: the impact of SASRec on LETTER

In LETTER, CF embedding is required to inject collaborative information to the code sequence.
Notably, CF embedding is generated from another sequential recommendation model, SASRec.
As a result, LETTER and SASRec exhibits similar performance trends on certain datasets,
Amazon 2018 Video Games and Amazon 2014 Beauty.
Figure 19 clearly demonstrates the performance trends of LETTER and SASRec on four
datasets.
However, on MovieLens 1M and Amazon 2018 Luxury Beauty, the performance trends of
LETTER and SASRec doesn’t align, and LETTER substantially outperforms SASRec. It is
likely because the high density of MovieLens 1M and Amazon 2018 Luxury Beauty as mentioned
in Section 6.1.2.
The slight performance drop of LETTER compared with SASRec could be attributed to pa-
rameter difference. Specifically, when generating the collaborative filtering embeddings for
LETTER, the embedding dimensions must align. To ensure this alignment, the hidden units
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(a) Performance difference (HR@K) be-
tween LETTER and SASRec on Amazon
2014 Beauty

(b) Performance difference (HR@K) be-
tween LETTER and SASRec on Amazon
2018 Video Games)

(c) Performance difference (HR@K) be-
tween LETTER and SASRec on Amazon
2018 Luxury Beauty

(d) Performance difference (HR@K) be-
tween LETTER and SASRec on MovieLens
1M

Figure 19: Performance difference HR@K (K=1, 3, 5, 10, 20) between LETTER and
SASRec on Amazon 2014 Beauty, Amazon 2018 Video Games, Amazon 2018 Luxury
Beauty, and MovieLens 1M

is set to 32, while it is originally set to 50 when SASRec is used independently. This change
may have affected the final performance difference between these two models.

7 Discussions

7.1 Limitations

In this study, although we choose a diverse set of recommendation models, including conven-
tional, sequential, and generative methods, the scope of model selection is still limited. For
the comparison among sequential models, group sequential is absent. And the generative rec-
ommendation models we use – BIGRec and LETTER – are both sequential models. But there
are also other generative models, which we don’t include in this study, such as the text-only
generative recommendation models.
Another point worth noting is that LETTER is a generative recommendation model, but
it is an enhancement of TIGER which is also a generative recommendation model. As a
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result, its improved performance may be attributed not only its own innovations but also the
features of TIGER. This raises the question of whether too many contributing factors are
involved, potentially effecting the fairness of the comparison. In addition, during the process
of generating Semantic ID for LETTER, we inject the collaborative filtering embedding from
SASRec. Meanwhile, for both Amazon 2014 Beauty and Amazon 2018 Luxury Beauty, SASRec
and LETTER exhibit a strong consistency in performance. Even we conduct some analysis
on this consistency, the extent to which it influences standalone or combined with other
components remains unclear. It further complicates fair evaluation and model attribution.
We use ranking-based metrics, HR and NDCG, not considering other aspects of recommenda-
tion quality, such as diversity and user satisfaction. Moreover, our comparison solely focuses
on model performance and doesn’t take the computational efficiency into account, such as
time and resource consumption.

8 Conclusions

8.1 Research questions

RQ1: What are the potential factors influencing the performance of recommendation models
and how these factors make impact?
The potential factors influencing the performance of recommendation models include data
sparsity, user-item interaction patterns, the reliability of sequence information, and domain-
specific features. These factors substantially influence the effectiveness and generalization
capacity of recommendation models.
The number of average interactions per user directly effects the effective length of the se-
quence, which eventually impacts the capacity of sequential setting of traditional recommen-
dation models to learn from it.
In addition, the sparsity/density of datasets plays an important role, across different recom-
mendation models. Higher density represents more sufficient interactions for models to learn.
For non-sequential setting of traditional recommendation models like NCF, it resorts to deep
neural networks to learn the interaction from data. Lacking of sufficient interactions could
induce overfitting and poor generalization capacity, while higher density helps to learn more
robust and stable. For non-sequential setting of traditional recommendation models, the length
of sequence strongly affects performance. SASRec relies on self-attention from Transformer
while BERT4Rec resorts to Transformer with masked item prediction. Both of them are de-
signed to capture the context of users’ historical actions. However, when sequences are short,
they are limited to capture the long-term semantics. While high density means that even
there exist some users have short length of sequence, high data density still helps the models
to capture reliable patterns from other users. Our findings demonstrate that for LLMs-based
recommendation models, the highest-density dataset performs substantially better than other
datasets on both BIGRec and LETTER. The higher density provides richer contextual infor-
mation for LLMs to capture semantic information and the representations of items become
more reliable. As a result, LLMs-based recommendation models show remarkable performance
on high density datasets, confirming that data density is one of the key influencing factors.
The domain feature of datasets influences the performance of recommendation models. Dif-
ferences in dataset domains could result in inherent differences of textual information. In some
cases, this could be beneficial, as it provides richer textual information for model to learn.
While in other cases, it may introduce excessive noise that impairs the performance of models.

48



Such differences have great impact on LLMs-based recommendation systems, as they largely
rely on the capabilities of LLMs. In this thesis, the most notable difference caused by vari-
ations in dataset domains is the differences in title complexity. Although this difference is
most evident for LLMs-based recommendation models, the influence it causes on BIGRec and
LETTER varies as each model has its own specific working mechanism. For BIGRec which is
based on the similarity score between the prediction embedding and the item embedding to
rank, more complicated the title represents more noise. But for LETTER which relies on item
tokenization, the limitation is reduced.
The reliability of the order of data also plays important role, especially for non-sequential
setting of traditional recommendation models. For some datasets, like MovieLens 1M, the
order of data doesn’t accurately reflect the actual sequence of the user’s behaviors. As the
timestamp in MovieLens 1M dataset record the time of ratings submitting, rather than the
time when users actually watch movies. This lack of reliable chronological order could introduce
noise and prevents models from learning effectively, resulting in poor generalization capability.
This limitation is evident for LLMs-based recommendation models, particularly on BIGRec.
BIGRec heavily relies on accurate temporal order to capture semantic dependencies between
items. When the order of data does not reflect the actual sequence of the user’s behaviors, it
leads to notable poor performance. In contrast, even LETTER and SASRec are also affected by
this limitation, their working mechanisms help to reduce the impact to some extent. LETTER
mitigates this limitation by using item tokenization to extract semantic information. SASRec
relies on self-attention mechanism from Transformer to model local dependencies, making it
less dependent on the sequence order. Among all these models, BERT4Rec is the least affected
by this limitation, as its architecture is designed with this situation into consideration. The
core mechanism of BERT4Rec is randomly mask items and learn to predict the ids of masked
items from both directions. This bidirectional learning, which is the most unique feature of
BERT4Rec, effectively addresses the limitations of unreliable sequence order.
For non-sequential setting of traditional recommendation models, both the length and density
of user-item interactions are critical factors, while the order of interactions plays a relatively
minor role.
Another important factor of datasets is the cold-start item ratio, which substantially affects
performance of model at smaller K values, particularly in top-1 recommendation. A lower
proportion of cold-start items generally leads to higher score in top-1 recommendation.
Similar with the cold-start item ratio, the proportion of popular items in a dataset also has a
notable impact on recommendation model performance. When the number of popular items is
limited, as the K increases, the model is supposed to explore long-tail or cold-start items, which
are much less frequently interacted. This induces the decline in recommendation performance,
at higher cut-off values.
RQ2: In what scenarios are different recommendation models are suitable?
Our results demonstrate that model performance varies depending on the characteristics of
datasets, as shown below:

• For sequential recommendation tasks yet with datasets where the order of the user-item
interactions doesn’t accurately reflect the actual sequence of the user’s behaviors, it is
better to choose sequential recommendation model that are robust to such inconsis-
tencies, such as BERT4Rec. As the bidirectional learning capacity of BERT4Rec helps
address this issue by capturing context information from both left and right side, mak-
ing it less influenced by the inconsistency between order of data and order of sequential
behaviors.
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• For sequential recommendation tasks on datasets where the length of interactions is not
sufficient enough but has high density, SASRec is a better choice. As high density helps
for the limited sequence length for SASRec.

• For sequential recommendation tasks on datasets which contain rich textual information,
generative recommendation models, especially LETTER, are particularly suitable, as they
can leverage semantic signals to improve recommendation quality.

• For sequential recommendation task on high-density datasets, BIGRec is more suitable,
as it can effectively learn from the sufficient interaction information.

• For implicit feedback and tasks focusing on predicting the user’s preference, rather
than the next item in a sequence, NCF is more suitable. As it models static user-item
interactions, and it performs well on high-density datasets.

8.2 Future work

Based on the analysis and conclusions presented above, and considering the limitations of this
study, several directions for future work are proposed as follows:

• Classic model designed for sequential recommendation tasks like BERT4Rec have been
proposed to address the inconsistent interaction order by leveraging its bidirectional
learning feature. However, LLMs-based sequential recommendation model have not fully
explore this aspect. The LLMs-based sequential recommendation model’s robustness to
datasets, where the order of interactions doesn’t represent the actual sequence, is an
important direction.

• LLMs-based sequential recommendation models perform well on high-density datasets.
In low-density scenarios, future work could explore the injection of richer descriptive
information. LETTER injects the descriptive information related to items, but user-
centric information has been neglected. It limits model’s capacity to recommend based
on user characteristics.
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A Descriptive figures of datasets

Figure 20: User interaction statistics in MovieLens 1M: Histogram
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(a) Gender distribution in MovieLens 1M (b) Age distribution in MovieLens 1M

(c) Occupation distribution in MovieLens 1M

Figure 21: Distribution of user demographics in MovieLens 1M: gender, age, and occupa-
tion

Figure 22: Movie genres distribution in MovieLens 1M
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Figure 23: Item interaction statistics in MovieLens 1M: long-tail curve

(a) Rating distribution in MovieLens 1M (b) Yearly rating volume trend in MovieLens 1M

Figure 24: Rating statistics of MovieLens 1M: rating distribution and yearly rating volume
trend
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(a) Rating distribution in Amazon 2018
Luxury Beauty

(b) Yearly rating volume Trend in Amazon 2018
Luxury Beauty

(c) Rating distribution in Amazon 2018
Video Games

(d) Yearly rating volume trend in Amazon 2018
Video Games

(e) Rating distribution in Amazon 2014
Beauty

(f) Yearly rating volume Trend in Amazon 2014
Beauty

Figure 25: Rating statistics of Amazon 2018 Luxury Beauty, Amazon 2018 Video Games,
and Amazon 2014 Beauty: rating distribution and yearly rating volume trend
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(a) User interaction statistics in Amazon
2018 Luxury Beauty: long-tail curve

(b) User interaction statistics in Amazon
2018 Luxury Beauty: histogram

(c) User interaction statistics in Amazon
2018 Video Games: long-tail curve

(d) User interaction statistics in Amazon
2018 Video Games: histogram

(e) User interaction statistics in Amazon
2014 Beauty: long-tail curve

(f) User interaction statistics in Amazon
2014 Beauty: histogram

Figure 26: User interaction statistics in Amazon 2018 Luxury Beauty, Amazon 2018 Video
Games, and Amazon 2014 Beauty Datasets: long-tail curve and histogram
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(a) Item interaction statistics in Amazon 2018 Luxury
Beauty: long-tail curve

(b) Item interaction statistics in Amazon 2018 Video
Games: long-tail curve

(c) Item interaction statistics in Amazon 2014 Beauty:
long-tail curve

Figure 27: Item interaction statistics in Amazon 2018 Luxury Beauty, Amazon 2018 Video
Games, and Amazon 2014 Beauty Datasets: long-tail curve
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