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Abstract

Since programming is required in many fields, it is important to teach elementary education
students programming concepts. Because programming concepts can be difficult to grasp for
novices, educational games might make it easier to learn. Instruction method is very important
in the success of educational games. This study investigated the role of instruction method
on the interest in computer science and the understanding of computer science concepts of
primary education students in an educational game with animals. This was done by developing
two versions of an educational game, which differed in instruction method: both versions
contained instructional support and worked examples, however one of the version with puzzles
also had a different support tactic: erroneous worked examples (in the form of programming
puzzles where buggy code had to be solved). To measure the difference between the two
versions of the game, three questionnaires were taken right after the students that participated
in the study played the game: a previous programming experience questionnaire, a Technology
Acceptance Model questionnaire and a questionnaire that measured students understanding
of the programming concepts. No significant difference was found in the interest in computer
science and the understanding of computer science concepts of students who played different
versions of the game. Overall, the game was successful in teaching students about variables, and
the students were somewhat interested in computer science after playing the game. However,
there was no difference in interest and understanding of the students based on instruction
method.
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1 Introduction

Primary school programming education is an important topic and should be as efficient and suitable
as possible. Right now, digital literacy (which includes programming) is obligatory for primary
schools in the Netherlands [LK24], which makes it extra important to have a good teaching method.
Previous research has shown that humans have a limited amount of processing capacity [ZLP18]
[SMP98]. Instructional support is needed to ensure that not too much information has to be
processed at once [ZLP18]. There are multiple forms of instructional support. Instructional text
explains how problems should be solved through text [ZLP18]. Worked examples show students
how to solve a problem by presenting the solution to a problem. Erroneous worked examples are
worked examples with errors that the students have to try to solve [PRS10] [ZLP18].

Programming concepts are regarded as difficult to learn which reduces the motivation and interest of
students in programming [PH11] [GX18]. Educational games can help to overcome these difficulties.
An educational game is a technology or video game with more objectives than entertainment
[PMN14]. Previous research has shown that educational games have many advantages in primary
education [Man20]. Instructional support is an important consideration in educational games. While
much research has been done about instructional support in educational games in general, not much
research has been done about the role of instruction method on the interest in computer science
and the understanding of programming concepts of primary education students in an educational
game.

1.1 Rationale & Research question

Computer programming is considered to be an useful skill to have in many fields. Learning program-
ming concepts at a young age could come in very handy later in live for students. Since educational
games could be a good way to teach student programming concepts, it is important to have a fitting
and efficient instruction method for the game. This instructional method needs to be investigated
to maximize the interest in computer science and the understanding of computer science concepts
of primary education students.

The research aim of this study is to investigate what role different instruction methods have
on the interest in computer science and the understanding of programming concepts of primary
school students to make learning more efficient. This is done by developing two versions of an
educational game with animals with different instruction methods and testing the two versions to
see the differences. In one of the versions the students only get support in the form of instructional
text and examples while in the other version students also have erroneous support: the players have
to solve buggy code in programming puzzles.

The research question is as follows:
RQ What role does the instruction method have on the interest in computer science and the
understanding of computer science concepts of primary education students in an educational game
with animals?
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1.2 Contributions

The contribution of this thesis are two versions of an educational game about programming concepts
for primary education students. The two versions of the game are identical, except for one thing:
one version has an extra instructional support method, where the player has to solve puzzles by
fixing buggy code. The other version does not have these puzzles.

1.3 Thesis overview

In section 2, an overview of the current knowledge about instructional support in educational games
for primary education about programming concepts is provided. Section 3 explains how the study
was performed. In section 4, the results of the study are reported. In the last section (section 5),
the results are interpreted and discussed.

This bachelor thesis was supervised by Dr. Anna van der Meulen and Giulio Barbero.
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2 Related Work

2.1 Instructional support in programming education

Programming education is an important topic. Right now, digital literacy (which includes program-
ming) is obligatory for primary schools in the Netherlands [LK24]. In 2021, a study from DUO
found that 27% of primary school teachers devote time to programming, moreover the teachers in
last two grades devoted the most attention to programming compared to the other grades [DUO21].
Because programming is an important skill to have and in addition obligatory in the Netherlands,
primary school programming education should be as efficient and suitable as possible. The cognitive
load theory is a crucial theory to consider to reach this goal.

2.1.1 Cognitive Load Theory

Previous research has shown that if the limited amount of processing capacity of humans is exceeded,
cognitive overload can occur. The Cognitive Load Theory (CLT) is build upon this [SMP98] [ZLP18].
According to this theory, when instructional design is constructed with cognitive load should be
kept in mind [SMP98].

When learning new information, there are multiple important considerations. An important feature
of new information to consider is the element interactivity. If the element interactivity is low, it is a
lot easier to learn new information than when element interactivity is high, because if it is high all
elements have to be understood to fully comprehend the information [PRS10]. Another important
thing to keep in mind is that humans have two forms of memory working together: working memory
and long-term memory. Conscious cognitive processing takes place in the working memory. The
working memory can only handle a small amount of element interactivity, and that amount is
usually less than what is needed to process the information [PRS10]. The working memory can
thus easily become overloaded [ZLP18]. Long term memory contains schemas, which incorporate
multiple elements into one element. Those schemas can be brought to the working memory. Because
of this higher interactivity elements can be processed [PRS10].

There are three forms of cognitive load: intrinsic cognitive load, extraneous cognitive load and
germane cognitive load. If the added load of these three forms is more than the available working
memory resources, cognitive overload occurs [PRS10] [ZLP18]. Element interactivity determines
how much intrinsic cognitive load is needed. Intrinsic cognitive load can only be reduced using
a simpler learning task, however this might not always be possible since some information is
very complex [PRS10]. Extraneous cognitive load is the load that emerges when the manner in
which information is presented and the learning activities that have to be done by students are
unnecessary. This is especially important when the intrinsic cognitive load is high [PRS10]. Much
like extraneous cognitive load, germane cognitive load is influenced by the learning activities and
the way in which information is presented. Unlike extraneous cognitive load, learning is improved
by germane cognitive load [PRS10].

To avoid cognitive overflow, learning tools should be designed in a way to minimize cognitive load.
This can be done by minimizing extraneous cognitive load to make more room for germane cognitive
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load [ZLP18] [PRS10]. That can be achieved using through instructional support [ZLP18]. Since
programming concepts are difficult to learn for novices [KP05] [SMB+13], it is extra important
to have good instructional support in educational tools for students that want to learn about
programming concepts.

2.1.2 Instructional support

There are multiple forms of instructional support. Instructional text explains how problems should
be solved through text [ZLP18]. Intelligently-tutored problems give feedback or hints when the
student makes a mistake or asks for it. Intelligently-tutored problems work better if the student has
no prior knowledge about a subject [Rit07] [MvGG+14]. Worked examples show students how to
solve a problem by presenting the solution to a problem, which causes less cognitive load [PRS10]
[ZLP18]. Students try to solve problems by comparing the final goal of the problem to the current
state of the problem [RA10]. By showing students the steps to get to the final goal, the cognitive
load can be eased [AMD+12]. Worked examples are not effective when the student already has a
lot of knowledge about a subject, since the examples are then redundant [CKTS01] [MvGG+14]. A
problem with worked examples is that the cognitive load that is saved is not necessarily used for
germane cognitive load [RA10]. The student may need more assistance for this, with for example
self-explanation[AMD+12]. For computer science specifically, much research about worked examples
has been done and they have been found to be extremely important in teaching student various
computer science areas [PA85] [CB07] [VPL11]. Something that could be explored more is the effect
of worked examples on the interest in computer science of students.

Erroneous worked examples are worked examples with errors that the students have to try to solve.
This causes the student to reflect more and use more explanation than usual, and also focus more
on separate steps of a solution since they have to find the error [MvGG+14] [AMD+12]. Erroneous
worked examples work best when the student already has some prior knowledge about the subject
[GR07]. For students with low prior knowledge the effect might be negative, since they do not know
enough about the subject to immediately identify the errors [AMD+12]. This might be improved by
highlighting errors [GR07]. A combination of worked examples and erroneous worked examples have
been shown to be more beneficial for students that have prior knowledge compared to merely worked
examples [ZLP18] [GR07]. Adams et al. [AMD+12] found that erroneous worked examples did not
immediately benefit students but did later on, which suggests that erroneous examples causes a
deeper learning experience. McLaren et al. [MvGG+14] found that worked examples were more
efficient and causes less cognitive load compared to other supports. In the context of programming
the student would have to solve bugs in code [ZLP18]. Zhi et al. [ZLP18] have found that erroneous
worked examples may be more effective than worked examples and instructional text when teaching
programming loops. Compared to worked examples, not much research has been done about the
effect of worked examples in the context of teaching students programming concepts, and even less
about what the effect of worked examples is on the interest of students of programming. This is
definitely a topic that should be researched more.
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2.2 Educational games

Over the years, many educational games (or serious games) have been developed. An educational
game is a technology or video game with more objectives than only entertainment [PMN14]. Edu-
cational games are interactive an can enhances students interest in learning [GKV08] [CM12] and
improve the effectiveness of the learning process. The students are motivated by the objective of the
game and can effectively learn through the consequences of their actions and errors [Man20]. There
are four main elements of digital educational games: engagement (making the player connect with
the game), autonomy (the control that the player has), mastery (the repeatability of the actions of
the player for full control) and progression (the reward that players get while playing the game).
Progression is considered to be the main motivation of the player [CP18].

Previous researchers have reviewed the effectiveness of educational games. The first person to
use the term serious games was Clark Act in 1970, who thought that they were effective for
teaching and training students because they are motivating and can efficiently teach concepts of
subjects [PMN14] [Abt70]. Since then, multiple sources have found contributions to measuring
the effectiveness of educational games which can be divided into four perspectives: contributions
from education science (play is very important in learning [Pia13]), game science (educational
games increase motivation [Sta15] [JLP13] [AAA15] and games can be more effective learning
tools than traditional methods [JFK10] [DJM11] [SCJ+11]), neuroscience (educational games cause
greater transfer ability of skills [CSG03] [MBG14], and greater brain volume and plasticity [SK11]
[KGL+13]) and information science (because data can be more easily collected in games, this data
can be analysed to improve educational games) [dF18]. Another big advantage of educational games
compared to more traditional methods of learning is that because students are able to achieve goals
and then immediately review their results during the game, their self-confidence gets increased and
they gain more trust in their decision making skills [CM12]. A last advantage is that educational
games can easily be adjusted to different technological formats [PMN14]. Overall, educational
games are effective learning tools. In the context of programming concepts, that are regarded as
difficult to learn which reduces the motivation and interest of students in programming [PH11]
[GX18], educational games can be a way to overcome these difficulties. Previous research has shown
that educational games are able to teach programming concepts to students [LK15], and that
when learning about computer memory educational games can promote motivation and knowledge
[Pap09] [ZLP18].

There are multiple elements that contribute to making an educational game successful. The
most important element is motivation. Motivation can be attributed to the narrative context
of the game [Dic05] [Dic06] [Fis05] [War04], or with the rewards and goals in the game and the
motivation that players get simply from playing the game [ANVA99] [DJ05] [Jen01]. Intrinsic and
extrinsic motivation are an important part of motivation. Intrinsic motivation is the internal desire
to learn and extrinsic motivation is could be a goal or a reward [Don07]. Another important element
to making an educational game successful is that the game must have a dynamic setting. The
challenges should be placed within acceptable limits. If a challenge is above the students abilities
it could bring up negative feelings. If a challenge is too easy it would probably bore the student
[Man20] [Don07]. Educational games can be used to teach students a wide number of subjects
[Don07]. The idea is that the student will have more interest in the subject because of the pleasure
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and knowledge gained during the game. Because of this, it is important to balance learning with the
game play [PMN14]. Lastly, the role of a tutor is crucial. For an educational game to be successful,
the student has to maintain motivation and interest, which must be done by adapting the learning
experience to each students needs [KRMSA11]. Tutoring can also monitor the behavior of the
student and thus avoid inappropriate behaviour [PMN14].

2.2.1 Technology acceptance model

To give insight into motivation and user experience the Technology Acceptance model (TAM) is
applied. The Technology Acceptance model contains three variables: perceived usefulness (PU),
perceived ease of use (PEU) and the attitude towards using the technology (AT) [Dav86] [MG14]
[YvdM22], that predict whether the technology will be accepted. The relation of these variables is
shown in figure 1. The perceived usefulness of a system is the degree to which people believe that
the system will have an impact on their learning. The perceived ease of use is the degree to which
people believe that a system is intuitive and does not require much effort to use [Dav89].

Figure 1: The Technology Acceptance Model [Dav86]

2.2.2 Primary education

For primary education specifically, educational games can improve the students learning, social
interactions, behaviour, problem-solving and higher order thinking, critical ability, memory and
eye-hand coordination skills. They are used to develop students cognitive skills and for increasing
their motivation [Man20]. They also help students become more autonomous in their actions and
decisions [ES09]. Digital education games can promote student participation and cooperation
[Gro07]. They can also place the student into a flow, which would help to prevent cognitive overflow.
In general, because educational games can be incorporated to support the more traditional methods
of teaching, primary education is considered to be an appropriate level of education for educational
games [Man20].

A lot of educational games for teaching programming concepts to primary education students have
been developed, however there have been much less studies about this [GX18]. The research that
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has been done about teaching programming concepts to young students through educational games
has found that they have been successful [ZMB13] [KKBM12] [KS4] [KB16] [GX18].

2.2.3 Instructional support

Educational games may cause a more complex learning environment which can cause students to
be overwhelmed. Because of this, instructional support is important [Wvv08] [Wv13]. Additionally,
students are not able to explain themselves as well because they get a more intuitive knowledge,
however it is important that they are also able to do that [Wv13]. In teaching programming, which
is cognitively challenging, instructional support must be implemented [YvdM22]. While research
has been done about instructional support in educational games in general, not enough research
has been about instructional support in educational games for teaching and enhancing the interest
of computer programming concepts of primary education students. A study that did investigate
this [ZLP18] found that erroneous worked examples may be the most effective compared to worked
examples and instructional text when teaching programming loops through a LOGO-like game
(BOTS). However, this study did not look at the difference in interest of the students because of
the instructional support. More research is required to gain a better understanding of the role of
instructional support in educational games for teaching and enhancing the interest of computer
programming concepts of primary education students.
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3 Method

3.1 Participants

Two primary schools in the province Friesland of the Netherlands were recruited. For each school,
one class was selected. School A provided 19 participants and school B 11. The students were of
the ages 10 to 12. 15 of the participants are male, and 15 of the participants were female. Both
classes already had previous programming lessons before the study, mainly in Scratch.

3.2 Procedure

Two versions of an educational game with animals were made (as described below in section 2.3),
and three questionnaires were created to obtain an answer to the research question which were
answered right after the students played the game. The first questionnaire identified the level of
programming experience of the students, the second gave insight into the motivation and user
experience toward the game, and the third aimed to find out how much the students learned from
the game. The procedure of the research was reviewed by the Ethics Committee of the Faculty
of Science. For the data collection, informed consent was obtained from both the students and
their parents. The parents gave their consent through an online form and the students’ assent was
obtained through a physical form, and only when the parent and child both gave their consent their
data was be used. In both forms the research was first explained. The children then had to write
their name on the form, tick a box to give their consent and write their signature. The parents had
to write down the name of their child and their own name, the date and place, and tick a box to
give their consent.

The research was conducted as follows. First, a short lesson about programming and programming
concepts such as variables was given. During the lesson the students were asked questions based on
the previous knowledge with the information that the teachers gave beforehand, then new concepts
(variables) were first introduced based on their answers and they were shown how to use this in
Python. The game was also described and explained using pictures of the main screen and a puzzle
(figure 2 and 3) and a video which showed how variables could be used in the game (which is
described below in section 2.3) to make the students feel less overwhelmed when they first started
playing the game. Afterwards, the students played the educational game for about twenty minutes.
The two classes participating in the research played a different version of the game (as described
below). Lastly, the students filled out the questionnaires (as described below). The research was
conducted during school time and the teacher was also present. In one of the schools it lasted about
an hour and fifteen minutes since there was a technical problem with the formatting of the game,
and in the other school it lasted around an hour. The students were able to ask questions to the
researcher when they were stuck in the game, and could also consult their fellow classmates.

3.3 Game

To investigate the role of instruction method on the interest in and understanding of computer
science of the students, two versions of an educational game were created. In the game, the player
has to build a zoo. The game is shown in figure 2.
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Figure 2: The main screen of the puzzle version educational game. The only difference with the
non-puzzle version was that there was a code button on the bottom right.

Throughout the game, the player would get multiple tutorials (which are a mixture of instructional
text and worked examples) while trying to do this. An example of a part of a tutorial can be seen
at the bottom of figure 2. The difference between the two versions of the game was that in one
of the versions the player has to complete puzzles to progress in the game. In the other version
the player progressed by buying things for the zoo. Both versions of the game had instructional
support and worked examples, but the version with puzzles also had a different support tactic:
erroneous worked examples. The puzzles contained buggy code that had to be solved according
to the instructions that were shown above the code. An example of a puzzle is shown in figure 3.
There were sixteen puzzles in total.
The player unlocked new tutorials, animals, animal enclosures and decoration by progressing in the
game. New things to place in the zoo could be bought with coins (in both versions) or diamonds (in
the puzzle version, where the player gets a diamond after solving a puzzle). In figure 2 a progress
bar can be seen in the top right corner of the screen which was based on how many decorations,
animals and animal disclosures the player has. In the non-puzzle version of the game, the player got
tutorials at certain values of the progress bar, while in the puzzle version the player got tutorials
after certain puzzles are completed.

When the game is first started the player got a tutorial that introduced the goal of the game and
explained the game mechanics (how to use the shop to place items in the zoo) and gave the player
an introduction to programming. After that, a tutorial in the puzzle version explained how the
puzzles work and the player had to solve their first puzzle. Then in both versions the player got a
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Figure 3: An example of a puzzle in the puzzle version of the educational game

new tutorial with an introduction to variables. The player was now free to make more puzzles (in
the puzzle version) or buy new items. After a while, the player would get a new tutorial, which
showed them how to use variables in the game. The name of each animal was a variable, and the
player could change this name using the terminal in the game, which is shown on the right side of
figure 4.
After some time, more variables were unlocked (hunger, thirst and health) which go down over time,
and the player had to try to keep them at a high number because otherwise they got less coins. The
player went on to expand their zoo until the next tutorial was unlocked which was about arithmetic
with variables. A new variable for the animals was introduced: satisfaction, which is the hunger thirst
and health of an animal divided by three. This variable could not be changed in the terminal window.
The next tutorial was an introduction to if-statements, and the one after that went more in depth
about if-statement conditions. The final tutorial was about else-statements. Throughout the game,
the player unlocked new animals, animal enclosures and decoration to give the player motivation
to keep playing. All of the code that the player learned about is in the programming language Python.

The choices that were made during the development of the game are shown and explained in table
3.3. On the left, the choices are stated and on the right the reason behind those choices is explained.

3.3.1 Technical details

The game was developed in Godot Engine, version 4. The programming language that was used
to develop the game was GDScript. The programming language that was used inside of the game
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Choice Explanation

Game with animals
Because in general animals are a shared interest of children, animals
were the main theme of the game.

Narrative

Narrative is an important part of motivation in educational games [Dic05]
[Dic06] [Fis05] [War04]. Because of this, narrative was an
important consideration when making the game. Narrative was
incorporated in the game using the dialog, in which it said that the
player had to safe the zoo from having to close forever by making
it more succesful.

Money

Another important part of motivation in educational games are rewards
[ANVA99] [DJ05] [Jen01].This was incorporated in the
game by rewarding the player with money. The player got a diamond
when completing a puzzle in the puzzle version, and got money based
on how much animals, animal enclosures and decoration the player
had in their zoo.

Progress based on
puzzles in the
version with puzzles

In the version with puzzles, the player would get new tutorials after
they completing puzzles, because this was an easy way to track
their progress in the game. This way, the player would not get
tutorials while they still had to complete a lot of puzzles from
different tutorials.

Progress based on
progressbar in the
version without
puzzles

In the version without puzzles, the player would get a new tutorial
after reaching a certain percentage of the progressbar to make sure
that the player had a good balance of game play and educational
content, since they could not get multiple tutorials right after each
other this way.

Programming concepts:
variables and
if-statements

The programming concepts that were chosen for this game were
variables and if-statements. Variables were chosen because they
were the most basic programming concept that might be the easiest
to grasp for beginners. If-statement were chosen for the students that
were finished early with the variable part of the game, because they
are a programming concept that is a bit more challenging.

Python
The programming language that the players learned to program
in in the game is Python. This language was chosen because it
is considered to be one of the easier programming languages.

Terminal in the
game

In the game, the player could change the variables of the animals
using a terminal. This was chosen because this way the children
could actually do something with the programming concepts that
they learned in the game.

Animal variables
decrease over time

In the game, after a certain point the animals have variables that
decrease over time. This was incorporated in the game to encourage
the students to actually use the terminal in the game.

Table 1: Different choices that were made during the development of the game.
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Figure 4: The terminal window in the educational game (non-puzzle version). The name of the
giraffe is about to be changed.

to teach students about programming concepts was Python. Most of the assets that were used
in the game were self made, however the UI assets were taken from https://kenney.nl/. The
programming tutorials and puzzles were created for this game specifically. The game was exported for
HTML5 and uploaded to the website https://itch.io/. On this website, both versions of the game
can be played. The link of the version with puzzles is https://anikvd.itch.io/dierentuin and
the link of the version without puzzles is https://anikvd.itch.io/dierentuin-zonder-puzzels.
All of the participants of the study played the game on a Chromebook.

3.4 Measurements

To measure the students’ interest in and understanding of computer science, three questionnaires
were used. They were all taken online in the form of one big questionnaire right after the students
played the educational game. In this questionnaire the students first had to write down their name,
age, gender, grade and school.

The first part of the questionnaire inquired about the previous programming experience of the
students. This part contained six questions, which asked them what programming languages they
knew, whether they already had programming lessons and if yes how long and about what, to grade
their programming experience on a scale of one to ten and lastly how comfortable they were with
programming. All of the questions were multiple choice except for the question that asked what
their previous programming lesson was about.
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The next part of the questionnaire was a TAM survey which measured the students attitude
towards the game, based on [LHC13]. Questions were answered on a five-point Likert scale, which
ranged from neutral to fully agree. In total there were eleven questions, and two additional questions
for the students that had the version of the game with puzzles. Four of the questions measured
perceived usefulness (six for the puzzle version), four of the questions perceived easy of use and the
last three the attitude towards the technology.

The last part of the survey measured what the students learned from the game. This was done
through a short ”test” consisting of five multiple choice questions. Four of the questions were about
variables, and one of the question was about if-statements (which students only had to answer if
they got far enough in the game to get the tutorial about if-statements).

3.5 Analysis

To process the data from the questionnaires, multiple steps were taken. First, the data was
pseudonymised. Then, the answers on the programming experience, TAM and conceptual pro-
gramming understanding questionnaires were converted to numerical answers. The answers to the
programming experience questionnaire were converted as follows: all of the questions were converted
to a score from 0 to 2 where zero indicated the least experience and two the most, except for how
long the children have been programming and how comfortable they are with programming (which
were scored from 1 to 4), the grade they gave to their programming experience (on a scale of 1
to 10) and the open question where the students explained what programming they had done
before. The answers to the TAM questionnaire were also converted to where neutral was 1 and
fully agree 5. The conceptual programming understanding questions were graded as follows: an
answer was changed to a 1 if the students answer was correct and a 0 otherwise. The mean and
median were calculated for all of the participants for the three different questionnaires. For the
TAM questionnaire the mean was calculated for every different part: perceived usefulness (which
consisted of four questions (or six for the puzzle version) about whether the students found the
game useful for learning), perceived ease of use (which asked four questions about how easy it was
to use the game) and the attitude towards using the technology (which consisted of three questions
about whether the students liked games in general).

The data from the questionnaires was analyzed using the Statistical Package for the Social Sciences
(SPSS). To determine whether the game was successful in terms of interest in computer science
and teaching programming concepts, the mean of the TAM survey (and the mean of the different
parts of the TAM survey: perceived usefulness, perceived ease of use and attitude towards the
technology) and of the questionnaire that measured the understanding of the programming concepts
was calculated. The mean, std. deviation and std. error mean of the PU, PEU, AT and the test
were calculated for the group that had to solve puzzles and the group that did not. To determine
whether the group with the puzzles was different from the group without puzzles in terms of
interest in computer science a non-parametric test (independent-samples median test) for each of
the medians of the three different parts of the TAM questionnaire (perceived usefulness, perceived
ease of use and attitude towards the technology) was used. This test had to be non-parametric
because the distribution was not normal. To determine whether the group without the puzzles
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differed from the group with puzzles in terms of understanding of computer science concepts, an
independent-samples median test was performed on the medians of the questionnaire that measured
the conceptual programming understanding of the students. To measure the impact of previous
programming experience, firstly the mean of the previous programming experience questionnaire
was calculated overall and for the group that solved puzzles and the group that did not. Then, the
Pearson correlation coefficient was calculated to test if there was a relation between the previous
programming experience of the students and the answers on the questionnaire that measured
conceptual programming understanding.
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4 Results

In this section, the results of the analysis of the questionnaires are reported. To determine whether
the group that had to solve programming puzzles differed from the group without puzzles in terms
of understanding of computer science concepts and interest in computer science, the descriptive
statistics were calculated, and multiple independent-samples median test were performed. This was
also done for the participants of the groups together, to determine whether the educational game
was effective and fun.

4.1 Previous programming experience

The first questionnaire was about the students previous programming experience. First, average
scores were calculated for the total group of children of both classes together. Second, average scores
were calculated for the group that did not have programming puzzles, and average scores were
calculated for the group that did have programming puzzles. Third, the correlation between the
previous programming experience and the answers on the questionnaire that measured conceptual
programming understanding was calculated.

The average score was M = 1.6 (SD = 0.4) for the total group of children of both classes to-
gether. The average score of the group without puzzles was M = 1.6 (SD = 0.4) and the average
of the group with puzzles was M = 1.6 (SD = 0.4). The students were also asked to grade their
programming experience of before the programming lesson from 1 to 10, and the average score
of this grade was M = 6.2 (SD = 2.7). On average, the group without puzzles gave themselves
a grade of M = 7,2 (SD = 2.3) and the group with puzzles gave themselves a grade of M =
4.5 (SD = 2.5). The correlation between the previous programming experience of the students
and the answers on the questionnaire that measured conceptual programming understanding was
moderately positive (r = 0.50). The correlation between the grade that the students gave their
previous programming experience and the answers on the questionnaire that measured conceptual
programming understanding was very weakly negative (r = -0.04).

4.2 Interest in computer science

To determine whether the game boosted the interest in computer science of the students the
Technology Acceptance Model was used. The scores on this questionnaire ranged from 1 to 5.
First, the general interest in computer science after playing the game was calculated. Second, the
difference in interest between the group that had to solve puzzles and the group that did not was
explored. To do this, the average was calculated for every part of the three parts of the TAM
questionnaire (perceived usefulness, perceived ease of use and attitude towards the technology) for
every student, and these scores were used to calculate the descriptive statistics and to perform
multiple independent-samples median tests. The TAM questionnaire asked the students eleven
questions in total with two extra questions for the students that had the version of the educational
game that used puzzles, and had an average score of M = 3.7 (SD = 0.6) for both of the groups
combined. Four of the questions were about the perceived usefulness (six for the puzzle version),
which had an average score of M = 3.3 (SD = 1.1) for the total group of children of both classes
together. Four more questions were about perceived ease of use (M = 3.1, SD = 1.0) and the last
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three questions were about the attitude towards using the technology (M = 4.5, SD = 0.5). The
median of the perceived usefulness (PU) was Mdn = 3.5, the median of the perceive ease of use
(PEU) was Mdn = 3.25 and the median of the attitude towards using the technology was Mdn =
4.7. Figure 5 shows the box plot of the different different components of the TAM (PU, PEU and
AT) of the total group of children of both classes together.

Figure 5: Box plot of the different components of the TAM (PU, PEU and AT) of the total group
of children of both classes together.

In order to determine whether there was a difference in interest in computer science of the students
that played the version of the game that did have puzzles and the students that played the version
of the game that did not have puzzles, the descriptive statistics were calculated and multiple
independent-samples median tests were performed. The mean, median, std. deviation and std. error
mean of the PU, PEU and AT of the two groups can be found in table 2. In figure 6, the box plot
of the different components of the TAM (PU, PEU and AT) is shown for both of the groups. For
the different parts of the TAM questionnaire, an independent-samples median test was performed.
No significant difference between the groups was found for the perceived usefulness (PU) (p =
0.707, df = 1), perceived ease of use (PEU) (p = 0.442, df = 1) and attitude towards using the
technology (AT) (p = 0.454, df = 1).

4.3 Understanding of computer science concepts

To determine the understanding of computer science concepts of the students a questionnaire was
used. First, the general understanding of computer science concepts was calculated. Second, the
difference in understanding between the group that had to solve puzzles and the group that did
not was explored. To do this, the average of the questions on the questionnaire was calculated
for every student, and this was used to calculate the descriptive statistics and to perform an
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Mean Median Std. Deviation Std. Error Mean
No

puzzles
Puzzles

No
puzzles

Puzzles
No

puzzles
Puzzles

No
puzzles

Puzzles

PU 3,3 3,4 3,5 3,7 1,0 1,3 ,2 ,4
PEU 3,2 2,9 3,3 3,0 1,1 0,7 ,3 ,2
AT 4.7 4.7 4,7 5,0 0,5 0,6 ,1 ,2

Understanding
of concepts

0,3 0,5 0,4 0,4 0,2 0,1 ,0 ,0

Table 2: Descriptive statistics of the TAM and the questionnaire that measured the understanding of the
programming concepts divided by the group that had puzzles and the group that had no puzzles. The
mean and median of PU, PEU and AT are scored from 1-5 and the mean of test from 0-1.

Figure 6: Box plot of the different components of the TAM (PU, PEU and AT) of the group that
played the version of the game with puzzles and the group that played the version without puzzles.

independent-samples median test. The questionnaire contained five multiple choice questions about
variables and if-statements. Since the questions only had one correct answer, the score of a question
was either 0 (false) or 1 (true). For every student, the mean of their answers was calculated, which
ranged from 0 to 1. The average score of the total group of children of both classes together on the
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questionnaire was M = .4 (SD = 0.2). The median of the total group of children was Mdn = .4.
Figure 7 shows the box plot of the scores of the students on the questionnaire of the total group of
children of both classes together.

Figure 7: Box plot of the scores of the students on the questionnaire that measured the understanding
of computer science concepts of the total group of children of both classes together.

In order to determine whether there was a difference in understanding of computer science concepts
of the students that played the version of the game that did have puzzles and the students that
played the version of the game that did not have puzzles, the descriptive statistics were calculated
and an independent-samples median test was performed. The mean, median, std. deviation and std.
error mean for the groups can be found in table 2. In figure 8 the box plot of the scores on the
questionnaire is shown for both of the groups. An independent-samples median test was performed,
which found no significant difference between the groups (p = 0.372, df = 1).
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Figure 8: Box plot of the scores of the students on the questionnaire that measured the understanding
of computer science concepts of the group that played the version of the game with puzzles and the
group that played the version without puzzles.
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5 Discussion

The goal of this study was to investigate the role of instruction method on the interest in computer
science and the understanding of computer science concepts of primary education students in an
educational game with animals. This role was investigated through two versions of an educational
game with different instruction methods. Both of the versions of the educational game had instruc-
tional support in the form of instructional text and examples, however one of the versions also
had erroneous support, where the student had to solve buggy code in puzzles. To investigate the
differences in interest and understanding of computer science that students had after playing one of
the two versions, three questionnaires were taken after the playing the game. The first questionnaire
measured previous programming experience, the second was a TAM questionnaire and the third
measured the understanding of the programming concepts of the student. The answers to these
questionnaires were analyzed. The results of this analysis will be explored in this discussion and
used to answer the research question. The research question was as follows:

RQ What role does the instruction method have on the interest in computer science and the
understanding of computer science concepts of primary education students in an educational game
with animals?

5.1 Understanding of computer science concepts

To explore the role of instruction method on the understanding of computer science concepts of
students, a questionnaire about the understanding of the computer science concepts of the students
was conducted after the students played the game. First, the general understanding of computer
science concepts of students gets explored. After that, the difference in understanding between the
group that had to solve puzzles and the group that did not is discussed.

First, concerning the general understanding of computer science concepts of students, the students
who had more previous programming experience had more correct answers on the questionnaire
that measured the understanding of programming concepts than the students that had less previous
programming experience. The students with more programming experience might have already
known more about programming concepts or had a better understanding of computer science in
general than the students with less experience which may have caused them to perform better on
the questionnaire. On average, the students had less than half of the questions of the questionnaire
that measured understanding of computer science concepts correct. The students did good on the
questions about variables, however almost no students had the question about the instruction print
and if-statements correct, which brought the overall score down. A lot of students did not get
to the part of the game where if-statements were explained, which explains why many students
got the if-statement question wrong. The game was too long to fully play in the short time that
the students had and should have focused on only variables, since variables were already hard to
grasp for the elementary education students. This is in line with previous research, which found
that programming concepts are difficult to learn [PH11] [GX18]. While the print instruction was
discussed in the lesson about programming at the beginning of the class and explained once in the
educational game, it was not explained as often as variables, which is why the students might not
have understood it as well. The code terminal is a component of the game that could be used more
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in a future version of the game, because it might help students gain a deeper understanding of
the subject. Overall, the game was effective in teaching the students about variables since they
did get a lot of questions about variables correct, and thus did improve their understanding of
computer science concepts. In future research, the game should focus on variables only or the
research should consist of multiple lessons that are spread across multiple weeks. In previous
research, Frazer et al. found that most educational mini-games are too short to truly immerse the
players [FAW07]. Because of this, it would be more beneficial to have a future game consist of
multiple lessons. However, it might be harder to find schools that are willing to participate in longer
research. Because of this, a shorter game that focuses on variables only instead of on multiple pro-
gramming concepts might be more realistic yet still more effective in teaching than the current game.

Second, concerning the difference between the puzzle and non-puzzle group, no difference was found
between the two groups. Because of this, no conclusion can be drawn about whether erroneous
examples had a positive or negative impact on the understanding of programming concepts of the
students. This lack of result might be because of the small group of students that the research
was conducted on, however a previous study [ZLP18], where the researchers found that erroneous
worked examples were more effective compared to worked examples and instructional text, also
had a small group of students. Adams et al. [AMD+12] found that erroneous worked examples did
not immediately benefit students but did later on, which suggests that erroneous examples causes
a deeper learning experience. Perhaps the students that played the version of the game that had
puzzles and thus erroneous support did benefit later on, however no questionnaire was conducted
at a later time so there is no evidence to support this. Previous research also found that erroneous
worked examples work best when the student already has some prior knowledge about the subject
[GR07]. It is possible that the students that played the version with puzzles did not have enough
previous knowledge to truly benefit from the erroneous worked examples. This might be improved
in future research by highlighting errors [GR07]. Another improvement could be to have a tutor in
the game or have the teacher play a more active role. Intelligently-tutored problems give feedback
or hints when the student makes a mistake or asks for it. Intelligently-tutored problems work better
if the student has no prior knowledge about a subject [Rit07] [MvGG+14]. Overall, future work
might be able to find more of a difference between a group that has erroneous support and a group
that does not if the students had more previous knowledge or if future research incorporates a
tutor in the game or have the teacher play a more active role in students understanding of the
programming concepts.

5.2 Interest in computer science

To investigate the interest of the students in computer science after playing the educational game,
a TAM questionnaire was conducted. First, the general interest of students in computer science is
discussed. After that, the difference in interest in computer science between the group that had to
solve puzzles and the group that did not is discussed.

First, concerning the general interest of students in computer science, the students thought that
they did somewhat learn from the game. This indicates that the game did teach them about
programming concepts. There are multiple factors that could be improved in a future version of
the game to make the students learn even more from the game. Firstly, the game was too long and
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wanted to teach too many programming concepts. The game should have focused on one topic,
variables, and made sure that the students fully understood that topic. Because of this, students
might not have had a deep understanding of the concepts, which might have made them feel like
they did not learn as much from the game. Secondly, the substance of the game might have been
to challenging for the students. A lot of the students did not have many questions correct on the
questionnaire that measured the understanding of the programming concepts of the students. This
indicates that the students did not fully understand some of the concepts which might have made
them feel like they did not learn a lot from the game. The students found the game somewhat
easy to use. Students might have experienced some frustration while playing the game because
of two reasons. Firstly, the screen of Chromebooks that the students played the game on was
very small. Because of this, the formatting of the game was a bit different than intended. This
was especially a problem for the group that did not have puzzles. The problem was fixed for the
group that did have puzzles, however the formatting was still not ideal. This might have caused
problems when playing the game for the students, and they may not have found the game very
easy to use as a consequence. Secondly, before the student played the game, they already knew
that it was possible to change the variables of the animals in the game since this was show in
the introduction before students had to play the game. However, this was only unlocked after
student made a certain amount of progress in the game, which might have caused some confusion.
Further research should make sure the game is flawless to ensure that students do not experience
frustrations because some things in the educational game are not intuitive or because there is
a bug in the game. In general, the students really like video games. Because of this, students
might be more enthusiastic while playing an educational game compared to traditional learning.
This is in line with the findings of the literature [Sta15] [JLP13] [AAA15] [Pap09]. Looking at
the literature, motivation can be attributed to the narrative context of the game [Dic05] [Dic06]
[Fis05] [War04]. In future work, the motivation of the players of the game could be improved by
enhancing this narrative, since the narrative is now only mentioned in the beginning of the game.
A component of the game that could be used more is the code terminal, since this might motivate
the students to be more interested in what is taught because they can actually use it to improve
the zoo. It is also possible that the students would be even more interested in programming if
the game was not about a zoo and had a different subject. Future research could also explore
what the impact is of the theme on the interest in computer science of the students. Overall, the
students found the game somewhat useful, somewhat easy to use and really like video games in
general. In hindsight, there were things that could be improved about the game (as described above),
however the game was in general successful in enhancing the interest of students in computer science.

Second, regarding the difference between the puzzle and non-puzzle group, no difference was
found between the two groups. Because of this, no conclusion can be drawn about whether erro-
neous examples had a positive or negative impact on the interest in computer science of the students.
Since there is not much literature available about how the interest of primary school students in
programming is affected by instructional support, it is not clear whether the support does not have
much effect in general or only specifically in this case. There also might be no difference because
of a reason unrelated to the instructional support. Students might have found the substance of
the game too challenging in general. If a challenge is above the students abilities it could bring
up negative feelings [Man20] [Don07], causing them to have less interest in the game. Because
not much research has been done on the role of instruction method on the interest of primary
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school students in computer science, it is too soon to draw a conclusion. Further research should
investigate this further.

5.3 Limitations

Originally, the two primary school classes were each supposed to have half of the class play the
game with the puzzles and have the other half play the game without the puzzles. Unfortunately,
because of technical difficulties with the version with puzzles with the first class, it was decided that
the first class would play the version of the game without puzzles and that the second class would
play the version with puzzles. Because of this, one of the groups might have had more programming
experience than the other, since one school might have devoted more time to programming than
the other one. This might have influenced the findings of the research: if for example the version of
the game with puzzles had a more positive impact on the students, however the group that played
the version of the game without puzzles had more previous programming experience, it might have
seemed as if there was no difference between the two groups because the students that played the
game without puzzles did equally well because they had more previous experience.

A second limitation of the study was that the students might not all have understood that
the questions about their previous programming experience was about the knowledge that they had
before playing the game. A lot of the students answered ”zoo” or ”python” to the open question
about their previous programming experience. In further research, the questionnaire about the
students previous programming knowledge should be answered before playing the educational game
to prevent this miscommunication.

A final limitation of the study is that the research was conducted on small groups of students,
which are not representative for all of the primary education students in the Netherlands. A future
direction of the research could be to do a study with a lot more participants.

5.4 Conclusion

This thesis investigated the role of instruction method on the interest in computer science and
the understanding of computer science concepts of primary education students in an educational
game with animals. To do this, two version of an educational game were developed. Both of the
versions had instructional support and worked examples, however the version with puzzles also
had a different support tactic: erroneous worked examples. Overall, the understanding of computer
science concepts was enhanced because of the game. The students found that they somewhat learned
something from the game, found the game somewhat easy to use and really like video games in
general. This study did not find a difference in effect of instructional support on the understanding
of computer science concepts and interest in computer science of the primary education students.
Thus, the research question can be answered as follows: instruction method did not play a role in
the interest in computer science and the understanding of computer science concepts of primary
education students in an educational game with animals.
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