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ABSTRACT

The current IT market is transitioning from utilizing traditional software applications hosted by the customer towards SaaS solutions. This transition is being made to utilize cloud benefits such as scalability, cost reduction and no more maintenance for the customer. This study aims to determine how traditional software vendors can transition their product into a SaaS solution. It specifically investigates which architectural changes need to be made to the software application.

This research makes use of interviews with experts in this field to gather information about the subject. The experts exist out of 2 groups, 5 experts without concrete experience with transitioning to SaaS and 5 experts with concrete experience.

The results showed that in most cases it is smarter to rebuild the application instead of refactoring. The experts indicated that rebuilding will often be less work than refactoring an existing application. The only exception they mentioned was when the application architecture was designed with an eventual move to SaaS in mind. In this case they found refactoring to be a valid option.
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1- INTRODUCTION

In the past years cloud computing has taken the world by storm (Eric Knorr, 2008). With cloud computing solutions such as Infrastructure as a Service, Platform as a Service (PaaS) and Software as a Service (SaaS) the whole IT architecture landscape grew by having multiple options to host solutions (Cusumano, 2010).

An IaaS solution allows a consumer to pay for and make use of processing, storage, networks and other computing resources provided by the cloud provider (Dillon T, 2010). This means that the customer is responsible for making choices on a technical aspect, they can configure the computing resources for a virtual machine for example and also have to choose the operating system. It allows users to meet growing or shrinking resource demands from their customers (Mell & Grance, 2011).

A PaaS solution allows a consumer to pay for a development platform supporting the full software lifecycle (Dillon T, 2010). This means that the consumer can deploy and control application on the cloud infrastructure (Mell & Grance, 2011). The added service that is offered by a PaaS is that the consumer does not have to manage the underlying infrastructure such as network, servers, operating systems and storage (Mell & Grance, 2011).

A SaaS solution allows a consumer to pay for a product which is fully maintained on the side of the owner of the software (Eric Knorr, 2008). This means that the consumer does not have to worry about maintaining servers at their own office or installing the software on their work stations (Dillon T, 2010). In addition, SaaS typically employs a subscription model instead of paying a large sum of money once for the full setup of a solution (Stamatia Bibi, 2012). However, these advantages are not limited to the consumer, there are also advantages for the provider. Providers gain advantages such as flexibility, no maintenance on (physical) IT infrastructure and cost reduction since they only pay for services they use (S. Marston, 2011). Fowley et. al. (2017) also mention a number of reasons that independent software vendors (ISV’s) have for wanting to move to the cloud. The reasons they report are: cloudification (being able to use cloud advantages), internationalisation, scalability and creating a SaaS product (Fowley, Elango, Magar, & Pahl, 2017). In addition, Marston et. al. also mentions in their article that there could be a form of pressure both from a competitive and trading partner perspective. If either of these switch to a cloud model (S. Marston, 2011).

There are downsides to transitioning to cloud based services his was especially the case in the early days of the cloud software (Shuai Zhang, 2010). The security of cloud solutions used to be insufficient (Shuai Zhang, 2010). Placing sensitive data somewhere in the cloud where it is not clear where it is stored can be a deterrent (Dillon T, 2010). However, the biggest cloud providers Amazon Web Services (AWS), Google Cloud and Microsoft Azure (A. Li, 2010) have increased their
standards since 2010 and have multiple compliance certifications (Microsoft, 2019; Amazon, 2019; Google, 2019). For example, Microsoft Azure has more than 90 compliance certificates, of which 35 specifically aim to satisfy the needs of key industries such as health and government industries (Microsoft, 2019).

Another issue with transitioning to the cloud is the process of reconfiguring existing application to function in a cloud environment without losing any existing data (Cusumano, 2010). This takes time and effort and is an investment for any company transitioning from self-hosted software to the cloud (Cusumano, 2010). Currently most SaaS solutions work with a monthly fee whereas most self-hosted solutions are paid for at once by the customer (Stamatia Bibi, 2012). The effect of this is that the software owner has to switch their revenue model which can be challenging for traditional software vendors (Boillat & Legner, 2013). Switching to another revenue model will have an impact on the business. The business will needs to create a monetization model with income provided by an entirely different revenue model (Fowley, Elango, Magar, & Pahl, 2017).

As discussed above there are a number of issues that companies will face when transitioning from self-hosted solutions towards Software as a Service. However, the current SaaS market is growing (Seethamraju, 2015) as a consequence the pressure to move towards the cloud from competitors and trade partners as mentioned above will also increase (S. Marston, 2011).

In the work of Pahl et. al. (2013) they conclude that there are not any common procedures when executing migrations to the cloud, in addition they also mention a lack of supportive tools. When comparing the works of Mohaghegi & Saether, Fowley et. al. and Pahl et. al. it becomes clear that there is still a lack of knowledge on how to transform legacy application architecture into a SaaS solution. These are general models for moving towards the cloud but none of these mention specifics as to how to transform existing architecture. (Mohagheghi & Sæther, 2011)
2 – PROBLEM STATEMENT

2.1 - Overview

The current market is transitioning from creating and hosting product software which is specifically tailored to their client’s needs, towards offering their software as a service through the cloud (Synergy Research Group, 2018). The cloud offers providers advantages such as flexibility, no maintenance on (physical) IT infrastructure and cost reduction (S. Marston, 2011). In addition the pressure providers experience from competitors and trading peers which have transitioned to SaaS makes transitioning towards the cloud enticing.

Providers of product software are looking for a way in which they can transition their current product into a SaaS solution. These steps need to be taken to stay relevant in the market (S. Marston, 2011) (Synergy Research Group, 2018). However, transitioning such a product is a challenge for companies, since there are multiple adjustments which need to be made to their applications (Boillat & Legner, 2013). Just moving the application from an in-house hosting location and configuring it in a cloud environment is not adequate. With this transition the architecture will need to undergo changes to become able to support cloud features (Fowley, Elango, Magar, & Pahl, 2017). This will allow the provider to fully utilize the benefits which are provided by the cloud (Fowley, Elango, Magar, & Pahl, 2017). Benefits such as horizontal scaling and elasticity which allow providers to provide a consistent performance to their customers and to downscale when the load on the application is low, saving them money. These benefits are further explained in chapter 3.

In addition, the business layer will also be impacted by these changes. SaaS services are usually payed for by a pay-per-month plan whereas product software is usually payed for at once (Stamatia Bibi, 2012). This will impact the way that the business will have to handle the business flows as the amount of money available will change (Fowley, Elango, Magar, & Pahl, 2017). However, due to time constraints this change in business flows has been excluded from this research.

2.2 - Research Question

Following the previous chapters, a research question and its sub-questions have been formulated. These questions contain terms which have been mentioned in the chapter above as well. To ensure that it’s clear for the reader what these terms mean a definition is provided below.

*Product software:* Software that is sold as a product by providers to customers. Often this is done by the provider selling the customer a license which allows them to use this software. Once purchased this software is than installed at the customer. This customer is responsible for keeping the software
running, while the provider is responsible for providing updates (security, new features, bug fixes) to the software.

**Software as a Service (SaaS):** Software that is most often available for customers through a subscription model. The customer pays a monthly fee (usually) and is then able to use the software immediately without having to install this in their own environments. The provider is responsible for keeping the software running and for providing updates (security, new features, bug fixes) to the software.

**Main Question**

What (types of) changes to the architecture of existing software applications are needed to enable them to be offered as SaaS solutions?

**Sub Questions**

To answer this question the following sub-questions need to be answered.

1. What differences are there between product software and SaaS applications?
2. What are the key architectural differences between product software and SaaS applications?
3. What changes are required in the life cycle of an application after it has been transitioned to a SaaS solution?

3 – BACKGROUND & SIGNIFICANCE

3.1 - Literature and scientific gap

This chapter discusses the current existing literature and highlights three migration strategies that are found in there.

3.2 - Software architecture

In literature there are multiple definitions as to what software architecture is. Perry and Wolf (1992) state the following concerning software architecture:

“Software Architecture = \{ Elements, Form, Rationale \}”. They indicate that they believe software architecture is a set of architectural elements (processing, data and connecting) that have a particular form. The rationale is an integral part of the architecture. This rationale motivates the choices for the architectural style that has been chosen (Perry & Wolf, 1992).
Garlan and Shaw (1994) have made the following definition concerning software architecture:

Software architecture is a level of design that goes beyond the algorithms and data structures of the computation: designing and specifying the overall system structure emerges as a new kind of problem. Structural issues include gross organization and global control structure; protocols for communication, synchronization, and data access; assignment of functionality to design elements; physical distribution; composition of design elements; scaling and performance; and selection among design alternatives. (Garlan & Shaw, 1994)

In contrast with the previously mentioned definition by Perry & Wolf (1992), Garlan and Shaw’s (1994) definition is broader. In addition to the design aspect which is the main focus of Perry & Wolf (1992), they also mention organization/global control structure and communication protocols, meaning that they chose to include the business aspect in the definition as well. Philippe Kruchten (2006) states:

“software architecture involves

• the structure and organization by which modern system components and subsystems interact to form systems, and
• the properties of systems that can best be designed and analyzed at the system level.”

(Philippe Kruchten, 2006)

In other works (Kruchten, 1995) Kruchten also references the model created by Garlan and Shaw (1994). He agrees with Garlan and Shaw (1994) as he also uses the key words Components and Form in his definition.

One thing that all these theories agree on is that software architecture is on a higher level than the design of the software itself. Software architecture means designing the structure of interacting software components/elements which then end up forming a system.

3.3 - Cloud computing definition

Cloud computing is defined by the NIST and their definition is a market standard in this specific field, it has been cited by more than 17000 other articles on cloud computing. Their definition is as follows:

“Cloud computing is a model for enabling ubiquitous, convenient, on-demand network access to a shared pool of configurable computing resources (e.g., networks, servers, storage, applications, and services) that can be rapidly provisioned and released with minimal management effort or service provider interaction.” (Mell & Grance, 2011)

The NIST definition consists of three key components. These components are Essential Characteristics, Service Models and Deployment Models.
The *Essential Characteristics* they state are On-demand self-service, Broad network access, Resource pooling, Rapid elasticity, Measured service. Below these terms are explained.

- **On-demand self-service**: A user can manage their computing resources without interaction with each service provider.
- **Broad network access**: Available through devices such as phones, laptops and workstations through the internet.
- **Resource pooling**: A provider pools their resources serving multiple customers using a multi-tenant model. The customer has some level of control over the location of the resources but only on a high level (I.E. US-West, US-East).
- **Rapid elasticity**: Capabilities can be scaled up or down depending on the demand. This action can be automated.
- **Measured service**: The costs for the customer are determined by monitoring the use of the resources which is visible for both customers and providers. This is usually done through pay-per-use or charge-per-use basis.

The service models consist of: Software as a Service (SaaS), Platform as a Service (PaaS) and Infrastructure as a Service (IaaS). For this research the focus is on SaaS and this model will be addressed in chapter 3.5. In the introduction a general explanation of PaaS and IaaS has already been given.

Finally, the deployment models consist of Private cloud, Community cloud, Public cloud and Hybrid cloud.

- **Private cloud**: A private infrastructure exclusively used by a single organization.
- **Community cloud**: A cloud infrastructure for exclusive use by a specific community with shared concerns
- **Public cloud**: A cloud infrastructure available for use by the general public
- **Hybrid cloud**: A combination of two or more different cloud infrastructures that remain unique but are bound by standardized technology.

(Mell & Grance, 2011)

### 3.4 - Cloud ready/native

Cloud readiness is a term which indicates whether an application is ready to be moved towards the cloud (Loebbecke, Ullrich, & Thomas, 2011). When a legacy application, in this case an application created before the cloud was invented, has to be moved to the cloud it is usually not as simple as just installing it in the cloud. These legacy applications will need to go through multiple steps before they can run and utilize the cloud correctly (P. Mohagheghi, 2011) (Fowley, Elango, Magar, & Pahl, 2017). Once these steps are taken an application can be called cloud ready.

The term cloud native is defined by Kratzke & Quint (2017). They state the following about cloud native applications:
A cloud-native application is a distributed, elastic and horizontal scalable system composed of (micro)services which isolates state in a minimum of stateful components. The application and each self-contained deployment unit of that application is designed according to cloud-focused design patterns and operated on a self-service elastic platform. (Kratzke & Quint, 2017)

So according to Kratzke & Quint a Cloud-native application needs to be:

- **Distributed**: The application exists out of multiple components which can communicate with each other and function as a single coherent system for the end user.

- **Elastic and horizontally scalable**: The system is able to increase and decrease the computing power automatically based on the demand user place on the application (no degrading performance)

- **Stateful components**: “used for multiple instances of a scaled-out application component [to] synchronize their internal state to provide a unified behavior” (Kratzke & Quint, 2017)

- **Elastic platform**: “is understood as a middleware for the execution of custom applications, their communication, and data storage is offered via a self-service interface over a network” (Kratzke & Quint, 2017)

The difference between these two terms is that with cloud readiness you are ready to move to the cloud but you do not have to make use of all the cloud attributes yet. With cloud native applications you are immediately able to make use of these cloud attributes.

### 3.5 - Software as a Service

SaaS is an aspect of cloud computing as defined by the NIST standards (Mell & Grance, 2011). The NIST definition of cloud computing is a market standard in this specific field, it has been cited by more than 17000 other articles on cloud computing.

The following is a citation of the definition of SaaS according to NIST:

**Software as a Service (SaaS).** The capability provided to the consumer is to use the provider's applications running on a cloud infrastructure. The applications are accessible from various client devices through either a thin client interface, such as a web browser (e.g., web-based email), or a program interface. The consumer does not manage or control the underlying cloud infrastructure including network, servers, operating systems, storage, or even individual application capabilities, with the possible exception of limited user specific application configuration settings.
This definition will be used throughout this research when referencing to these terms.

3.6 - Migration approaches

There are a number of studies that address the issue of moving an application towards the cloud (Pahl, Xiong, & Walshe, 2013; Mohagheghi & Saether, Software Engineering Challenges for Migration to the Service Cloud Paradigm On-going Work in the REMICS Project; Boillat & Legner, 2013; Fowley, Elango, Magar, & Pahl, 2017).

The work of Mohagheghi & Saether (2011) discusses the REMICS framework. This framework focuses on the migration of legacy applications to cloud ready applications (Mohagheghi & Sæther, 2011).

They have created a general model for migrating such applications consisting of six steps shown above in figure 1. In their work they also discuss how the REMICS approach to a migration looks like. This is shown below in figure 2, which is the same model as figure 1 except it includes the inputs and outputs in between steps. For example, to start the recover phase there has to be a legacy artifact available.

Mohagheghi & Saether (2011) piloted their work together with one of their partners in the REMICS project as an in-house migration trajectory which mainly focused on legacy applications.

In the first phase requirement and feasibility, the steps that are taken are validating if it is possible to move the application towards a SaaS solution and if so then determining the requirements that need to be met to do this.
In the second phase, Recover, the REMICS project specifically talks about recovering information such as source code, documentation, execution logs and people’s knowledge. Once this information is gathered it will get used to create requirements, architecture, business processes and rules, implementation and deployment models (P. Mohagheghi, 2011).

After these steps it is time to start working on actually migrating the application in the migration step. In the REMICS project they start from the legacy models and refactor them to build a new Service Orientated Architecture (SOA). (P. Mohagheghi, 2011) . In the REMICS project they have a very specific way of migrating by using specific standards such as SoaML a modeling language for the transitioned models, PIM4Cloud and CloudML which they use to abstract the cloud deployment.

After the migration is completed the application has to be validated according to the REMICS framework. The REMICS framework aims to validate that the application corresponds with the old application and has the same or better QoS, business goals and coverage.

Next is the control and supervise phase. REMICS indicates that their goal during this phase is to manage applications by observing them and performing corrective actions. In this phase the provider has successfully completed the migration and is now responsible for running the SaaS solution they have created.

The final phase is called the withdrawal phase. In this phase the REMICS project, which participates as a third party in the migration, stops working on the application.

The study of Fowley et. al. (2017) focuses on independent software vendors (ISV) transitioning software systems to the cloud. They indicate that they use a structured migration process with two core components, A pattern-based approach to determine and analyse migration plans and an early-stage experimentation as a means to address quality and cost considerations.

They state that there are four factors which need to be considered before migration. Setting/Application (description sector and classification application), Expectation/Driver (the vision of the migration benefits the potential users have), Ignorance (Factors that have been overlooked), Concerns (Specific problems/constraints that need to be addressed) (Fowley, Elango, Magar, & Pahl, 2017)

Next they state the following stages in their migration approach (see figure 3): Technology review, Business analysis, Migration & Architecture and Test & Evaluation. However in their research they do not explicitly state how they planned to handle the migration and point to their “Experimenting
approach” as their method. They highlight that especially during the Migration & Architecture and Test & Evaluate phase they applied experimentation as migration approach.

Fowley et. al. (2017) indicates that the reason for their experimenting approach is because of a lack of understanding on the side of the ISV. These ISV's do not see the full scale of the impact the change to SaaS will have (difference in provisioning, vendor lock-in), and through this experimenting approach they can identify their architecture options and the costs they will make (Fowley, Elango, Magar, & Pahl, 2017).

Fowley et. al. report on four different cases. These cases were all in house projects which were supported by Fowley et. al. when the companies had to make tough decisions during the migration trajectory.

<table>
<thead>
<tr>
<th>Technology Review</th>
<th>available technologies and solutions for cloud-based transactions, card and customer storage and processing</th>
<th>available technologies and solutions for cloud-based insurance storage and insurance processing</th>
<th>available technologies and solutions for cloud-based ERP solutions</th>
<th>network concerns for high-speed up/download, services for in-cloud document processing</th>
<th>Components such as storage, high-performance networks, ERP systems or transaction processing indicate re-engineering focus</th>
</tr>
</thead>
<tbody>
<tr>
<td>Business Analysis</td>
<td>investigate security and monitoring options for cloud-based banking processing</td>
<td>investigate security and monitoring/auditing options for cloud-based insurance processing (focus data integrity and location as products offered cross-boarder)</td>
<td>investigate legal (rather than linguistic) localisation requirements regarding the deployment (the ERP system is provided to customers across Europe, but also China)</td>
<td>business analysis to investigate security/data privacy regulations</td>
<td>Indicates the benefits of cloud-native architectures</td>
</tr>
<tr>
<td>Migration &amp; Architecture</td>
<td>focus on feasibility and efficacy of process-aware migration of banking administration and management systems into scalable cloud architecture</td>
<td>focus on implementing business process-aware migration of insurance administration &amp; operations management (policy, accounts, CRM, telephony) into distributed cloud architecture</td>
<td>focus on feasibility and efficacy of process-aware migration of ERP system features (15 core modules) into scalable cloud architecture</td>
<td>development of a 2-staged incremental migration plan (IaaS and PaaS) to migrate a document scanning, storage and processing to scalable cloud architectures</td>
<td>Defines the scope of a re-engineering process towards a cloud-native architecture</td>
</tr>
<tr>
<td>Test &amp; Evaluation</td>
<td>evaluate scalability of cloud-based integrated banking service configurations</td>
<td>evaluate scalability of distributed cloud-based integrated insurance service configurations</td>
<td>evaluate scalability of cloud-based integrated ERP service configuration for different markets</td>
<td>Testing of cloud-specific properties: Scalability, Performance, Integration, Security</td>
<td>Explains why a cloud-native architecture is useful for technical and cost reasons</td>
</tr>
</tbody>
</table>

Figure 3 - Migration tasks Fowley et. al.
The research of Pahl et. al. identifies common steps to take during migration processes depending on the context of the cloud solution (IaaS, PaaS, SaaS, see chapter 1). According to them they have “established core elements of a migration process toolkit like standard activities and steps, based on facets of (a here implicit) cloud migration ontology defining major concerns” (Pahl, Xiong, & Walshe, 2013).

Pahl et. al. (2013) have created a number of images showcasing their migration processes. Below is the process they identified for migration towards a SaaS solution (figure 4).

However, this model focuses on abandoning the current solution and moving towards a readily available solution in the cloud. Therefore, it is not a viable model when a company wants to transform their existing product into a SaaS solution.

Their approach for a SaaS migration is made up of 4 main steps.

- **Consultation with customer**: This step is to discuss the implications that a switch from on-premise software to a Cloud solution will bring with it. The goal is to create a motivation on why the customer wants to move to the cloud and to give a demonstration of the software to address all concerns.

- **Customer data analysis with customer**: In this phase the data that needs to be moved is discussed. A selection is made of the current data to ensure only relevant data is being moved and there is no garbage being moved to the new environment. It is determined who will master the data and in addition the application data model will be defined.

- **Internal provider configuration**: This is the act of actually moving the data from the on-premise environment towards the cloud data centre.
- **Customer-side systems integration**: Once the data is available in the cloud it is possible to start moving the applications, which happens here. In this step Pahl et. al. suggest that rarely all on-premise infrastructure will be moved to the cloud and therefore they suggest using a hybrid cloud solution (a mix between cloud and on-premise).

(Pahl, Xiong, & Walshe, 2013)

In their conclusion Pahl et. al. (2013) mentions a plan arising to make a migration pattern catalogue. The reason they give for this idea is to make a more specific process than they currently have stated. Pahl et. al. (2013) have made these models by studying cases of participants in the IC4 migration studies (Irish Center for Cloud Computing & Commerce).

When comparing all the works mentioned above, it becomes clear that there is still a lack of knowledge on how to transform legacy application architecture into a SaaS solution. It could even mean that there is no one way to approach this as the approach to take might differ per application. There are general models for moving towards the cloud such as the REMICS model of Mohagheghi & Saether (2011), the model of Fowley et. al. (2017) and the model of Pahl et. al. (2013).

These models have some aspects in common for example the first step of a migration project usually exist of some form of analysis, in which there is a check if the application is viable to move to the cloud and which requirements the application has to be able to move to the cloud. After this step the models all continue with the migration step, in which the move towards the cloud is executed. After migrating the models evaluate the migrated product and test if the solution functions properly in the cloud. This is the final step model of Fowley et. al. (2017) and Pahl et. al. (2013). In the REMICS model they have a dedicated step called withdrawal in which they stop evaluating the application.

To conclude, the above-mentioned models are quite similar in their strategy for moving an application towards the cloud. Their steps are almost identical, and the order is as well. One noticeable difference is that the model of Pahl et. al. (2013) focusses specifically on the different forms of cloud computing (IaaS, PaaS and SaaS) where the REMICS model focusses on legacy applications and the work of Fowley et. al. looks specifically at independent software vendors (ISV’s).

Based on the explanation of the current models for transitioning to the cloud state that there is still a lack of knowledge in cloud migration models. The steps of the current models are applicable when moving to the cloud however, these models fail to specify the technical aspects which need to be taken into account. Therefore, there is a need to research how to deal with these missing technical aspects. To expand upon the current models and add this technical aspect which is currently missing.
4 – RESEARCH DESIGN AND METHODS

This research aims to provide knowledge on how to transition a software product that is installed on-premise into a SaaS solution hosted in the cloud. The findings are aimed to be significant for the academic field and to support Xebia and other businesses with transforming software products into a SaaS cloud-based solution.

This chapter will discuss the applied methods to answer the research question and discuss the justification for the design choices that were made. First, the research approach is discussed. In this chapter the selected research method will be discussed. Afterwards the methods for sampling, data collection and data analysis will be expanded upon.

4.1 - Research approach

This research aims to establish a model which can be used for transitioning product software product into a SaaS cloud-based solution. The current research on transitioning to the cloud is already quite extensive on a general level however, this research does only briefly touch on technical changes that will need to be made for the transformation into a SaaS solution. Technical aspects such as how to configure software for multi tenancy and scalability aren’t addressed (Pahl, Xiong, & Walshe, 2013; Fowley, Elango, Magar, & Pahl, 2017; Mohagheghi & Saether, Software Engineering Challenges for Migration to the Service Cloud Paradigm On-going Work in the REMICS Project). Therefore, qualitative research will be used. One of the applications of qualitative research is that it can be used to explore substantive areas about which little is known (Strauss & Corbin, 1998), in this case the technical aspect of transitioning to the cloud. Another reason for the selection of qualitative research is that it allows to obtain intricate details about phenomena (Strauss & Corbin, 1998). This research aims to create a model which can be used by companies to execute their transition towards SaaS, obtaining intricate details about how to do this will therefore be a useful addition to this research.

As mentioned before there is only limited research available on transitioning from product software towards a SaaS solution. Therefore, during this research an explorative approach will be used to create a theoretical model. This theoretical model will be created based upon data found by making use of exploratory research methods. According to Brown Exploratory research:

“tends to tackle new problems on which little or no previous research has been done” (Brown, 2006)

This is a good fit with this research since this is exactly what the research aims to do, tackling the problem of how to transition towards a SaaS solution from a technical perspective.
According to Stebbins, exploratory research should make use of methods such as grounded theory (Stebbins, 2001). Grounded theory aims to help describe relationships between concepts and categories (Berthelsen & Frederiksen, 2018). These concepts and categories are discovered through continuous comparison and simultaneous data collection, analysis and coding. In the end this should all integrate with each other to form an emergent theory (Berthelsen & Frederiksen, 2018). The grounded theory method was chosen because it lends itself for uncovering processes (Janet Witucki Brown, 2011). This research aims to discover which processes you have to go through to transition to a SaaS solution which is a good fit with grounded theory, hence it was chosen as method.

Making use of the grounded theory method will help in establishing a model based on multiple individual cases. By combining the specific knowledge gained in the individual cases it is possible to create a general model which will be of use for the specified parties (Xebia and other business) when migrating towards a SaaS solution. Therefore, to establish this model grounded theory will be used.

4.2 - Study Sample

To support this study there is a need of experts on the topic of migrating applications towards the cloud (in short cloud experts). Since the research aims to create a new theory, it is necessary that the interviewees are able to provide insights in their thought process on how they would migrate from product software towards a SaaS solution. Therefore, the interviewees must be experts in their field, if they are not this could lead to missed insights either through lack of knowledge or sub-optimal explanations. The information gained from these experts will be used to create the grounded theory. These cloud experts can range in job roles from architects to DevOps engineers and other IT related operations.

The network of Xebia will be used to select a number of candidates to interview. These candidates will consist of a mixture of Xebia employees and contacts from Xebia. The mix of candidates is a precaution against bias to prevent preconceived notions from influencing the research which might be shared between Xebia’s employees.

To gather the sample there will be made use of purposive sampling. This involves pursuing the kind of person in whom the researcher has an interest, somebody that matches the expert description (Thomas, 2017).

This is a non-problistic way of sampling which means that not all members of the population have a chance of participating in the study (Dudovskiy, 2018). This sampling method has been chosen since there is a limited number of experts available. This is countered by also interviewing externals.
however, it is not possible to state with full confidence that the sample is representative of the population.

When working with non-probabilistic samples the sample size for semi-structured interviews should be between 5 and 25 (Saunders, Lewis, & Thornhill, 2013). The number of interviews will depend on the results gathered after each interview. If the answers of the participants stay similar and there are no significant changes in answers the interviewing phase will be stopped.

### 4.3 - Data collection method

To collect data about the subject this research will be using interviews. With interviews a researcher is able to explore views, experiences and beliefs/motivations of individuals on specific matters (Gill, Stewart, Treasure, & Chadwick, 2008). Interviews help when handling a subject where detailed insights from the interviewees is required (Gill, Stewart, Treasure, & Chadwick, 2008). This research aims to create a model which can be of use when transitioning product software into a SaaS solution. To be able to create this model the researcher needs to get a detailed insight in how to do such a transition from the experts. For this reason the choice to conduct interviews was made.

There are three different types of interviews structured, semi-structured and unstructured. For this research the semi-structured interviewing method has been selected. This method allows for a list of topics to be covered during the interview, but also allows topics to be expanded upon when deemed necessary (Thomas, 2017). According to Adams using semi-structured interviews is especially useful when examining uncharted territory and unknown potential issues (Adams, 2015). Since this research aims to explore uncharted territory where the importance of each topic is not yet clear, semi-structured interviews have been selected to collect the data.

For this research the interviews will be held individually on a face-to-face level. If it is not possible to have a face-to-face interview the fallback option will be a telephone interview. The reason as to why face-to-face interviews have been chosen is to be able to watch and listen for nuances of the respondents behavior, which can possibly give useful information about how a respondent feels about a certain topic (Thomas, 2017).

To conduct these interviews the researcher has created a research protocol. This protocol has a few sections as to which topics will be discussed. First, the background of the participant will be discussed. This section consists of a set of questions to determine the background, and the interviewer will only probe a bit when asking about the prior experience if this is deemed necessary.
Next the interviewer will go into the first and second section with substantive questions. In the first section the definition of SaaS and product software is discussed. This section aims to validate the definition found in the literature research and to get a clear understanding on the opinion of the interviewee about this subject. When discussing this the interviewer can use probing if necessary to ensure that the concepts found in the definition of the literature are discussed. This section in combination with the literature aims to answer the first sub-question.

In the next section transitioning from product software towards a SaaS solution is discussed. This section aims to answer the second and third sub-question of this research. In this section there are three questions that aim to discover how to transition from product software towards a SaaS solution. The first question is about when software is ready to be transitioned, the second how to transition this software and the third what has to happen after the transition. These three questions are open ended and therefore the interviewer will probe when necessary, to ensure that the experts share all their knowledge about how to handle these topics.

Finally, the interviewer will ask the participant if they have anything which they would like to add, allowing the expert an opportunity to expand upon or talk about a topic they deem important. Additionally, the interviewer will ask for personal feedback which can be used to improve their interviewing capabilities.

4.4 - Data Collection procedure

Multiple interviews will be conducted, one of these interviews will be a pilot interview. This pilot interview aims to test the interview protocol. Based on this pilot interview it is possible that the interview protocol might be slightly adjusted.

The interviews will be conducted at the location requested by the interviewee, to accommodate them as much as possible. If it is not possible to conduct the interview face-to-face then the interview will be held through a telephone call. Depending on the preference of the interviewee the interview will be held in either Dutch or in English.

All of the interviews will be opened with an introduction. In this introduction the protocol for the interview is explained to the respondent. The respondent is asked for approval for recording the interview and informed that only the researcher and his supervisors will be able to access these tapes. It is also promised that once the interview is transcribed the tape will be deleted.
4.5 - Data Analysis Strategies

All the interviews will be transcribed and analyzed by applying the open-coding principal. A method which supports creation of a grounded theory (Khandkar, 2009; Thomas, 2017). With this method the researcher goes through the transcribed interviews which were collected during the data collection phase. These interviews are then “line-by-line coded” which means that the researcher reads the whole interview and writes down codes at words or sentences in the text. Usually these codes are concepts but it is also possible to use the terminology that the participant uses, which is called “in vivo coding” (Khandkar, 2009).

After the open coding has been completed the next step is to start working on axial coding. In this phase the researcher starts to make links to which codes belong to which other code. In this phase the researcher makes labels for the codes (Thomas, 2017).

Finally, the last phase is the selective coding phase. In this phase the main themes are defined based on core categories and their relationships. The result of this phase will then end up being the basis on which the researcher builds the grounded theory.
5 - RESULTS

The analysis of the data has been conducted as described in the data analysis strategy chapter. First the researcher started analyzing each interview separate from each other. This was done by transcribing the interview and then coding the sections of each interview. After this was done for each separate interview, the researcher wrote down each code in an excel overview.

The result of this procedure was an extensive list with 185 codes. This list contained quite a few similar codes which were adjusted if needed, to prevent duplicate codes with slightly different naming. However, just removing duplicates did not trim the list down to a workable amount of codes. Therefore, it was decided that these codes would be refined before continuing with the axial coding phase. After multiple refinements the total of codes was brought down to 98 codes (see figure below).

![Figure 5 - codes of interviews](image)

Once these 98 codes were reached the decision was made to stop analyzing the codes digitally and to go through each coded interview and note down the most often named codes in each interview using sticky notes. This was done using the list with codes as a base and cross examining these with each separate interview. In the end, this analysis led to an overview with 35 unique codes. Below is a picture of this sticky note analysis.
Based on these 35 unique codes, the researcher then continued analyzing the interviews by continuing with the next step, axial coding. The researcher linked the concepts for each interview separately and wrote these links down on sticky notes as well. Then the transition to selective coding was made. By comparing all the interviews and their contents the researcher created an overview of all the core categories and relationships between them. By writing and sorting these on sticky notes. This led to an overview with the 35 codes and 15 connections (from connections sticky to after transition sticky). Based on these findings and the interview protocol the following points will be presented:

- The meaning and properties of a SaaS terminology
- The terminology of product software
- The differences between SaaS solutions and product software
- When product software is ready for a transition towards SaaS
- Which steps to take during a transition towards SaaS
- What to do after you have transitioned into a SaaS solution

5.1 - SaaS definition

The experts were asked a set of questions to determine what in their opinion represented a SaaS solution. One of the questions asked the participant directly about their definition of a SaaS, while
other questions added more context to the definition by asking about which properties and (non) functional requirements a SaaS solution should have according to them.

The experts have similar opinions on the definition of SaaS, but there were some controversies found with these questions. Each expert mentioned the attributes of multi-tenancy, availability, data management and ease of use/unburdening. Other things that were mentioned by most of the experts were aspects such as scalability, pay-as-you-go models, exposed through the internet, one single SaaS version (Appendix A - table 1). When comparing these results with the NIST essential attributes which belong to each service model (SaaS, PaaS and IaaS) we see the following (NIST definition in italic):

- **On-demand self-service**: A user can manage their computing resources without interaction with each service provider. This matches closest with the ease of use but wasn’t specifically mentioned by the experts, they do however mention that a customer must be able to configure/customize the application as shown in the quote below:

  “that you can configure/customize it to your own liking” – Interviewee 5

- **Broad network access**: Available through devices such as phones, laptops and workstations through the internet. This is a match with the code exposed through the internet.

- **Resource pooling**: A provider pools their resources serving multiple customers using a multi-tenant model. The customer has some level of control over the location of the resources but only on a high level (I.E. US-West, US-East). This is a match with the code multi-tenancy.

- **Rapid elasticity**: Capabilities can be scaled up or down depending on the demand. This action can be automated. This is a match with the code scalability.

- **Measured service**: The costs for the customer are determined by monitoring the use of the resources which is visible for both customers and providers. This is usually done through pay-per-use or charge-per-use basis. This is a match with the code pay-as-you-go.

There was a disagreement between the experts as to whether you could call a single tenant solution a SaaS solution. Part of the experts (4) were of the opinion that you could do this, while another part (3) was convinced that only a multi-tenant solution could be called a SaaS solution (Appendix A – table 3).

Other aspects that were also were data segregation, customizability, measurability, cloud computing and patch awareness (Appendix A - table 2). Regarding the customizability the experts indicated that this was important to ensure customers had an extensive range of configurable options and to have the option to work with feature flagging to test out new features on a select group of customers.

“So I want to have a a lot of configurable options. And in the end I think that customization and configuration is a bit of perceptions. Because if you can configure a lot then you have the perception that you are able to customize something” – Interviewee 6
“We can enable features on organization level. So within different organizations/tenants we can enable different things. We use this to enable new features in production.” – Interviewee 9

5.2 - Product software definition

The experts did not have too much to say about this and their opinions were similar to each other. The general consensus was that product software is software that is installed on the server of the customer itself. This software is often customizable and specific for that customer. See the following quote by interviewee 6:
“Product software is customizable you can add another layer on top of it. So you can do a lot with it.” – Interviewee 6

Usually it is sold to the customer through a licensing model. Another aspect of this which was mentioned by 5 experts was that if you sell product software you often have to support different versions (Appendix A - table 4). As described by the following quote from interviewee 8:

“With product software … we the supplier are obligated to support an X number of versions” – Interviewee 8

5.3 - Differences between SaaS and product software

This difference is partly deductible as well by using the two definitions given by the experts before. To ensure that no details were missed the interviewer asked the respondents the following question:

“What are the essential differences between product software and SaaS according to you?” A quote of one of the interviewees describes product software as follows:

“if you look at the SaaS solution then that is a piece of product software + the infrastructure + exposing the application … So product software is the top layer of that” – Interviewee 4

This quote properly displays the general thoughts of the experts about the differences between SaaS and product software. The difference that the layers mentioned in the quote make are according to the expert’s aspects such as unburdening of the customer, level of customizability and ownership. The expert’s state that the owner of product software is the customer (once they have bought it) and that with SaaS software the provider stays the owner.

The unburdening of the customer comes from the decrease of work a customer has to do to use the application. With product software a customer is responsible for running the software, maintaining the hardware this software is installed upon and upgrading the software when a new version is
released. These tasks all become part of the work the provider has to do with a SaaS solution. Interviewee 7 says the following about ownership:

“If that customer has the software locally in their own database or whatever then the blast radius is only himself, so it is his own responsibility to do everything. Our SaaS proposition then the responsibility is for us, everything concerning security and compliance” – Interviewee 7

The level of customizability decreases when transitioning from product software to a SaaS. Some of the experts expand further upon this by saying that this decrease comes from the need for the SaaS provider to cater to a multitude of customers and that it is therefore not possible to support different product versions, hence the switch to a single version is made.

“And then you have got what I just said as well that you aim to serve with one product multiple people” – Interviewee 3

Another aspect mentioned to change by the experts is the payment model. The most used payment model for product software is a licensing model. With SaaS the experts indicate that this is usually a pay-as-you-go model. Interviewee 6 states the following:

“Most ISV’s have licenses for multiple years and with a SaaS license its monthly fees which create discussions around TCO for an application” – Interviewee 6

5.4 - When can software transition to SaaS

To this question the experts answered that the current software would probably not translate to a SaaS solution and it would be easier to rebuild the software from scratch. Some quotes out of the interviews that show this are shown below.

“… And I can imagine that is hard, I think that most product software needs to be reshaped so much that you are better of building it again” – Interviewee 4

“I do not think that when you are looking at a product that you are going to transition this product into a SaaS product” – Interviewee 3

The general consensus is that rebuilding the solution is easier. There is an exception to this according to some of the experts. If the product software initially was created with the idea to transition it into a SaaS then they say it could be possible to refactor the product software’s code into a working solution. Interviewee 1 says the following on this subject:
“If that is the case then the ISV has had a good vision towards the future to have configured this in a software product that was installed on one device. I do not think there are many companies that have done this” – Interviewee 1

The demands the experts then state for moving towards SaaS exist of similar requirements that they listed when talking about their SaaS definition. First and foremost, the application should be scalable according to them. The reason that this needs to be present is to prevent unnecessarily spending money on an expensive machine when 90% of the time this machine is not even using 10% of its power. Another aspect they mention is multi tenancy and data management. The users will sign into the application at the same place as other users. However, the provider needs to ensure that the user can only see their own data. This has to do with the privacy of the customer and the safety of their data (Appendix A – table 5).

Some other things that are not mentioned as much but are noted as important according to experts with transition experience are the readiness of the market for your switch to a SaaS solution and the regulations for running the application in a cloud provider. These regulations usually require certifications from either the provider, cloud provider or both to be in place. Interviewee 8 states the following about the regulations:

“You need to have ISO certificates and these differ between America and Europe … so you need to have your security process in order.” – Interviewee 8

4 of the experts (Appendix A – table 5) also suggest creating an analysis of the current position the product is in before starting a transition. Interviewee 4 & 5 states the following:

“So first you really have to start thinking about the aspects we just named. So what does it mean to offer this product as a SaaS service. So thinking about the functional and non-functional aspects, so an analysis” - Interviewee 4

“Respondent: That depends on what the state is of the product software. and where do you want to go? How scalable are you already, are you able to work with multi tenancy how is your access management? is there a console around that allows you to maintain the product.

Interviewer: so kind of an analysis that allows you to see where you currently are.

Respondent: yes and where do we want to go?” – Interviewee 5
5.5 - Steps to take during transitioning

The experts have a wide range of steps which they would take during transitioning of which some are out of scope for this research as well. The step that is mentioned the most is the rebuilding of the software. As mentioned above this is because refactoring the software is often more difficult than just starting anew according to the experts. They do indicate however that it is probably possible to reuse business logic code. Rebuilding is the main step to take during transitioning. Below are quotes of the interviewees showing their reasons for rebuilding:

“So if they did not start this already then I believe there is a big chance that you have to do with such an old application structure that transforming it from product to SaaS can be such a hassle that I would say take the documentation and start again” – Interviewee 1

“you might have to rebuild your interface into something that does scale and is decoupled better. There is a good chance that the underlying data model has to be redeveloped. But doing that does bring benefits to develop that specifically for a SaaS because only then you can scale in a SaaS way” – Interviewee 2

“I do not think that when you are looking at a product that you are going to transition this product into a SaaS product. I think that the functionality you were offering you are going to offer in a different product” – Interviewee 3

“I can imagine that is hard, I think that most product software needs to be reshaped so much that you are better of starting building it again” – Interviewee 4

A part of this rebuilding step is an overhaul of the architecture. The architecture of the application will need to change to be able to support the new demands mentioned above, the scalability, multi tenancy and data management will all have influence on the new design decisions.

“And also taking a step back, rearchitecting how are we going to do this. How are your deployment journeys and how do you run your application at scale” - Interviewee 6

“scaling up an organization is incredibly hard. Our products have a certain load and that is what they have been made for and if you exceed that everything tumbles down. So you have to start rearchitecting” – Interviewee 7

Other things that are being mentioned by the experts are the organizational changes that will need
to happen during this transition. The experts mention that the provider will probably want to change their business model from licensing to a pay-as-you-go model. They also indicate that the development method that the provider uses might need to change.

“I did experience what it meant for the business so how you sell software changes from licensing to subscription model” – Interviewee 5

“You also notice that developers start working different. You notice that if you make bad software, then it does not take 12 months before that is noticed. That takes half an hour, which is confronting, maybe test a bit more, do TDD” – interviewee 7

5.6 - Steps to take after the transition

Once the provider has transitioned the experts expect them to be able to maintain the application. To do this the provider needs to take multiple steps, some aspects that are mentioned multiple times are automation, lack of knowledge, continuous integration and delivery, development model and versioning (Appendix A – Table 6).

The versioning can become a single version according to the experts, there is no need for supporting multiple versions anymore since the provider is now responsible for running the application and therefore can make this choice. This will make it easier for the provider since they now have to support only one version instead of multiple. Interviewee 8 indicates this in the quote below:

“With product software … we the supplier are obligated to support an X number of versions … with SaaS this is way simpler you can say this is it, you can reach it here. We maintain this as experts.” – Interviewee 8

The lack of knowledge mentioned by the experts refers to the change to a whole new architecture. The people within the providers organization might not have the necessary knowledge to be able to develop in this new architecture and if this is the case they will need to either hire new knowledgeable employees or retrain their current employees. This lack of knowledge can form a hurdle when trying to maintain the application. Interviewee 3 states the following:

“But for a lot of companies that is a total Mindshift and a big challenge. You have to start hiring, educate people in a different way maybe start judging in a different way” – Interviewee 3

The experts state that the development model will change since SaaS solutions allow for quicker development methods instead of a slow release cycle that is often found according to the experts
within product software. With a SaaS solution the provider is not dependent on the customer to upgrade their software to newer versions. This allows the provider to make use of faster development methods including practices such as automation and continuous integration and delivery. This will help the provider to work more efficiently when maintaining the software.

“Our intention is to switch to a continuous delivery model, fail fast model. So we just push the software and when it fails we should react quickly, bugfix, and role this fix out to our customers fixing the issue quickly” – Interviewee 10 on their transitioning

“I think the mindset shift you have to make from waterfall to agile …” – Interviewee 9

6 - DISCUSSION

This chapter discusses the findings, which were presented in the results chapter, in a broader context. It discusses the requirements a SaaS solution has to meet and which of these requirements are up to the opinion of the implementor. Furthermore, it expands upon existing theories as discussed in the background and significance chapter. Lastly the limitations of the research and follow up actions are discussed.

6.1 - Contributions of the research

Requirements of a SaaS solution

The Cloud and SaaS definition that is most often used is the definition that is provided by the NIST (> (over 15.000 citations) (Mell & Grance, 2011). In this research the results showed that this definition is indeed complete and correct, see the comparison in chapter 5.4. However, there was an interesting disagreement between the experts. Some of them stated that according to them a SaaS solution does not have to be multi-tenant to be called a SaaS solution, while others specified that this was a necessary requirement for them. The latter one is also in accordance with the NIST definition.

The explanation that these experts gave for their standpoint came down to the point of view. They admitted that to the supplier this solution might not qualify as a SaaS solution, depending on their demands of a SaaS solution. However, for a customer the solution can be perceived as a SaaS solution, they might even be happy in accordance to the experts because their data is not in the same locations as their competitor’s data. Their argument is that because the customer can still gain all the advantages of a SaaS solution, they will not care for the lack of multi tenancy.
As mentioned by one of the experts a provider usually wants multi tenancy to ensure that they can optimize their spending on resources. However, this is not necessary to satisfy their users, so the provider has to make a choice when transitioning to SaaS between a single- and a multi-tenant solution.

**Expansion upon existing research**

The goal of this research was to discover what needed to be done with software architecture and development flow when transitioning this into a SaaS solution. The existing research about transitioning to SaaS is currently quite general, as in the technical handlings that need to be done are not specified. This research has explored the discovery of what the technical handlings are that need to be done. Since applications differ in many ways this will still be a generally applicable model, however it will include the general technical steps that need to be taken during the transitioning.

In the background chapter there were a number of models discussed for transitioning to SaaS, this chapter will be expanding upon the REMICS framework, since this framework has the concrete model and has the most in common with the findings in this research. The commonality is especially found in the steps that this research also found. Each step from the REMICS framework can be related to a step found in this research which will be done below.

The REMICS framework exists of 6 phases, these phases will be discussed and expanded upon. In some cases the research will also propose to alter this model in certain ways since the REMICS framework was being used specifically for legacy applications.

![REMICS framework](image)

During the first phase there is a check on the current application and whether it’s possible to move it to the cloud. The only addition this research proposes to this phase is to include the decision making about multi tenancy here as mentioned above. Ensuring this choice is made before the act of actually migrating the application is important because it will heavily influence design decisions for the transitioned application.

Since the REMICS project specifically focused on legacy applications the second phase was specifically named the recovery phase, if the application that has to be moved is still in active use this will be less necessary since there are most likely developers working on it and existing documentation which can be used during this phase. In that case it is easier to combine the first two steps into one step.
Next up is the step of migrating the application. REMICS proposes to use specific techniques and technologies for this however during this research there were no specific mentions of using specific technology, models or tools to migrate. Therefore, this research proposes to leave the selection for these technologies up to the party that is executing the transition. This will remove a limiting factor from this party and allow them to work with familiar models/technologies/tools.

This research does agree with the REMICS framework that the first step in the migration should be the creation of a new architecture for the application. The technical details that should be considered during the designing of the new architecture are scalability, multi-tenancy and data segregation. These are the most important but not the only requirements the architecture should abide by. The general consensus is that the architecture should comply with the requirements of the SaaS definition. This is also the point that the decision which was made in the previous steps between multi-tenancy and single tenancy has a big impact on the design. If the choice for single tenancy was made by the provider, then the number of requirements that need to be met will decrease. For example, there is no need to include segregation into the design since applications will not share multiple users.

The next action to take would be to actually migrate the application. As stated in the results chapter this will most likely mean that the provider has to build a new application based on this new architecture that was created. In some edge cases it might be possible to refactor the existing application into a SaaS solution, however this is usually only the case if in the initial application design an eventual move towards SaaS was accounted for. So technically this will mean that the development team will redevelop/refactor the application using the new architecture standard. Usually the business logic can be recycled from the old application since this will not change, the changes will happen in aspects which will connect to the cloud and aspects which expose the application to the users.

Another thing to take into account during this migration phase is that the provider might also want to have a look into switching up their development model. This was mentioned by multiple experts and one of them explained the reasoning for this was that product software is usually only released about once in every three months. This is mainly because the customer does not want to be bothered by having to frequently install updates. However, once the customer is migrated towards the SaaS solution the responsibility for updates moves to the provider. This means that they can decide to start releasing more and possibly adapt an agile way of working which could be depending on the provider beneficial by providing value quicker than before.
Next up is the validation phase. Testing the application is of course necessary but one thing found during this research was to not just test the application as a provider. In their interviews the experts proposed asking some customers to test the application for you by becoming early adapters. This offers the early adapters the benefits of SaaS and helps the provider to search for issues which managed to stay undetected during their own testing phase.

After the validation phase the control and supervise phase comes next. If the product application was maintained by a team from the customer, then this will be a new responsibility for the provider. This is something that is mentioned by the experts to take into consideration.

In this research it was found that the new responsibilities will include maintaining the platform for the application and ensuring that the application runs properly and providing customer support. Providers need to ensure that their organization is ready to take responsibility for these tasks, this can be made easier according to the experts by implementing best practices such as automation, CI/CD and a single version. These practices all decrease the amount of work a person has to do manually and therefore creates more time to be spent on task that demand manual attention.

The withdrawal phase is the final phase in the REMICS model. This step is not of relevance when a provider is executing the migration for their own product, but it might be if the party migrating it is doing this as an assignment for a customer. However, for the provider the steps will end with the control and supervise phase since they will stay responsible for running the application.

Now that all the steps have been discussed the following changes are proposed to the framework:

- Include a decision between single and multi-tenancy during the requirements & feasibility step
- Merge the requirements & feasibility step with the recovery step
- Free selection of methods/technologies during the migration step
- Decide between rebuilding and refactoring the application during the migration step based on the new architecture design
- Validating the applications functionality with users during the validation step
- Include recommended best practices for running and maintaining the application in the control and supervise phase
- Clarify that the withdrawal phase is optional and that for the provider the last phase will be the control and supervise phase.
If you incorporate these changes into the current REMICS framework then it will expand and look like the figure shown below.

![Figure 8 - proposed expansion on REMICS framework](image)

In the figure the requirements and feasibility step have merged with the recovery step. The figure now also includes decision points for single or multi-tenancy, selection of methodology and technology and rebuilding or refactoring. During the validation step the application will not just be validated by the provider but also by a select group of their users. During the control & supervise step it is recommended to start implementing best practices such as automation, CI/CD and a single version to optimize the time engineers can spend developing. Finally, the withdrawal phase has become optional depending on who is using this model. If the model is used by an external party that executes the migration, then they can include this withdrawal step.

### 6.2 - Limitations of the research

During this research there were a number of limitations. These limitations may have had impact on the research. In the chapter “Research design and methods: study sample” it is mentioned that the interviews will consist of a mixture of employees of the firm Xebia, at which the research was conducted, and IT experts outside of Xebia. The contacts which were interviewed did however still share some commonalities. Firstly, all the respondents were Dutch within a similar expertise field namely IT architecture. However, since the opinion of experts was required it was decided to only interview in that specific expertise field. Even though this is the case, it should be acknowledged that the similarity in background might have had influence on the results. Another commonality is that all the interviewees have some form of connection to Xebia, because the Xebia network was used to find interviewees which met the requirements.
The result of this research, the grounded theory, can therefore not be presented as a sound theory since there is a chance of bias based upon the sample. However, the theory can prove useful for organizations which are aiming to transform their product software into SaaS software.

7 - CONCLUSION

In the current market companies are adapting towards a cloud-first strategy to utilize the benefits the cloud brings with it (Kundra, 2011). This change in adaptation leads to a change in demand in the IT market, since traditional product software does not comply with this strategy. To stay relevant the IT market needs to change their product software into a SaaS solution. However, this is not as simple as lifting and shifting the application from an on-premise hosting solution into a cloud solution, as the advantages of the cloud cannot be utilized if the application gets transitioned with this approach. Companies need to make changes to the architecture of their application before they can move to and successfully utilize the cloud and its advantages.

7.1 - Findings

The main finding of this thesis is that when a company wants to transition their existing software application into a SaaS solution, it is often smarter to start over and create a new application instead of rearchitecting the existing solution. The experts state in interviews that it is possible in some cases to rearchitect but only if in the original application this was taken into consideration. Companies can reuse existing parts of business logic according to them, but rearchitecting the whole application will be more work than starting anew.

Other findings are the divide between single- and multi-tenancy, and what to do after transitioning towards the cloud. The experts could not agree on whether a single tenancy solution could be called a SaaS solution. Therefore, this research concludes that a provider should decide for themselves if a single tenant solution is sufficient for them. After the transition the experts mention that the provider is now the responsible party to maintain the application on the hosting side as well. They suggested to make use of automation, continuous integration and delivery and possibly to change the development model.

7.2 - Future research

In order to validate the new theory presented in this thesis it is recommended to conduct a follow-up study. This study should include more participants with different backgrounds to prevent bias as best as possible.
A point which often came into discussions during interviews was the business perspective when undergoing such a transition. Participants indicated that not only the technical processes within companies would change but also the business processes. This ranged from the way the product would be marketed to the change in the way payments would be made for the product, as SaaS providers often use pay-as-you-go models. However, this change in the business processes was out of scope for this research and has therefore not been explored further. A follow-up study on this subject would provide a wider view on the subject of transitioning product software into a SaaS application. The combination of this research and the aforementioned follow-up studies can prove useful for companies undergoing a transition to SaaS, as it will provide them with relevant insights and action points for their transition.
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